**Abstract**

The importance of a function driven way of working in the field of Electric/Electronic-systems (E/E) is increasing. However, the existing methods are focusing on the development phase. In contrast to this, we performed a comprehensive use case analysis concentrating on the late phases of the product life cycle. In this paper we describe the results of this analysis by illustrating the main use cases identified. For each use case we present a solution of how to exploit potential of function orientation. Based on this we will be able to define a concept of a function-oriented representation.
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1 **INTRODUCTION**

Modern automobiles have a huge amount of innovations inside and are characterized by high complexity, especially concerning Electric/Electronic systems (E/E). There are many functions which are distributed over several components. At the moment, the way of working is oriented towards the components of an automobile. For example, this becomes apparent in the product documentation which is focused on components. Moreover, the arrangement of the organizational structure in development is influenced by components. In addition, development processes concentrate on components. However, this component driven way of working is not sufficient to deal with the complexity of today’s automobiles.

In order to meet this challenge, there is an ongoing paradigm shift towards function orientation. Function orientation implies that the functions of an automobile are being considered explicitly, i.e. by documenting functions or including functions into development processes. This way it is easier to perceive the interdependencies within a product. Moreover, functions are the most important issue of a product from the customer’s point of view. By having an explicit view on functions it is possible to ensure that these functions are fulfilled at the end of the development process.

The use of functions in the early stage of the product development process has often been addressed in recent research. For example, in [1] and [2] the focus is directed to the usage of functions in order to find new product concepts and solutions. We are convinced that function orientation can also generate an additional benefit beyond the development phase, i.e. during manufacturing process planning, manufacturing and usage of a product. Therefore we performed a comprehensive use case analysis at an automotive OEM. The goal of this use case analysis was to identify areas in which a function-oriented representation improves certain tasks and to analyze how a function-oriented representation has to look like in order to support these tasks. So, a use case in our context describes a situation in which a function-oriented representation is helpful. We concentrated on the phases beyond development. In this paper we describe the results of this analysis by illustrating the main identified beneficial use cases and presenting possible solutions.

The initial modeling of information contained in a function-oriented representation of a product is associated with time and effort. In the same way, maintenance of this information throughout the product life cycle is expensive in labour. Consequently, it is important to know which elements of a function-oriented representation lead to a benefit in the different phases of the product life cycle. This way it is possible to find an optimum between the effort associated with modeling and updating of information on the one hand and the benefit associated with the usage of this information on the other hand. Current approaches which deal with a function-oriented representation are not concerned with this question. So, there are different approaches to represent a product in a function-oriented way but they do not answer the question which elements out of the representation have to be modeled and updated throughout the product life cycle. Our use case analysis, by contrast, shows the different benefits resulting from a function-oriented representation in the form of use cases in the late phases of the product life cycle and presents possible solutions. These solutions define the corresponding elements needed from a function-oriented representation. Having this information will enable us to find an optimum concerning the elements to be modeled. Besides, the use cases presented in this paper are assigned to different points in time. These circumstances have an impact on the need to update the elements of a function-oriented representation. Consequently, a detailed analysis of the use cases concerning the positioning in the product life cycle will enable us to define the points in time where the relevant elements have to be updated.

The remainder of this paper is structured as follows. Section 2 discusses related work. Section 3 describes the basic terms in our context of function orientation while section 4 presents several beneficial use cases and corresponding solutions. Section 5 concludes with a summary of the main results and an outlook on an approach.
which allows configuring an appropriate function-oriented representation on the basis of desired solutions for certain use cases.

2 RELATED WORK

In this section, relevant design methodologies in the context of a function-oriented representation are discussed. In the past decades, the utilization of functions has become an important part of several general design methodologies, e.g. [1], [3], [4] and [5]. In the following we describe some of these methodologies and mention the basic concepts concerning function-orientation contained in these methodologies.

Axiomatic Design [3] aims at guiding the decision-making process within the development of new products by means of two axioms. Here, Suh defines several levels of abstraction, the so-called domains, which are used to handle the complexity of a design task. In the context of this paper, the customer domain, the functional domain and the physical domain are important. The customer domain is composed of customer needs. The functional domain contains functional requirements which are derived from customer needs whereas the physical domain comprises relevant design parameters. The elements contained in one of these domains are mapped to elements in the following domain. Another basic concept used in Axiomatic design follows from the complexity of products: to describe the functional aspects, the definition of a single function is not sufficient. Therefore, functions are decomposed to subfunctions using decomposition relations. This decomposition leads to a function hierarchy or a function tree respectively.

PAHL and BEITZ [1] defined another well-known methodology aiming at the development of new products. Here, functions are used to find appropriate solutions. In this approach, functions express desired relations between inputs and outputs within a system. Thus, apart from the decomposition relations, functions are also connected with flows of energy, material or information. This is expressed with the term function network. Moreover, PAHL and BEITZ define five general function classes. The development of such a standard vocabulary to describe functions (also known as function taxonomy) has been addressed by several approaches, e.g. [4], [6], [7], [8]. An overview can be found in [8]. The objective of such taxonomies is to establish a universal language to facilitate communication during the design process and to simplify the search for appropriate solutions.

Another example of utilizing functions in the design process can be found in the specification technique for the description of the principle solution of self-optimizing systems as shown in [5]. This specification technique consists of several partial models which represent different aspects of the system to be developed. A function hierarchy is one of these partial models. The functions contained in the hierarchy are developed from defined requirements and are used to derive solutions patterns.

In the area of automotive E/E there are also several methods to describe systems with consideration of functional aspects, e.g. [9], [10], [11] and [12]. These methods adapt the basic concepts mentioned before to the description of E/E-systems. Here, the utilization of several levels of abstraction as shown in Axiomatic Design is also widely accepted.

In [9] a specification technique for the description of automotive E/E-systems in the design phase is defined. It consists of three levels of abstraction. In the first level, among other things, the expected functions from the customer’s point of view are described. The second level called logical architecture comprises functions on a logical level. The third level, the technical architecture, contains information concerning technical realization subdivided in software and hardware.

A similar approach for the development of automotive E/E-systems is described in [10]. Here, functions are described as they are perceived by the user. These functions are mapped to software and hardware.

The approaches described in this section provide a basis for the function-oriented representation of automotive E/E-systems. However, these approaches focus on supporting the development phase within the product life cycle and they do not deal with the question whether a function-oriented representation of the product should be continuously documented and maintained and up to which point in the product lifecycle this should be done. In contrast the goal of this work is to answer the questions how to utilize and profit from a function-oriented representation of automotive E/E-systems in the following phases of the product lifecycle, how to adapt such a representation for this purpose and what the documentation process for the function-oriented representation should look like. Therefore, we performed a comprehensive use case analysis presented in this paper.

3 BASIC CONSIDERATIONS

In this section, we introduce terms which are used in the remainder of this paper. These terms are based on certain approaches in the field of automotive E/E described in section 2.

In the remainder of this paper, we use three levels of abstraction and corresponding terms that are based on the approaches described in [9] and [10]. In the first, most abstract level functions are presented as they are perceived by the user or customer respectively. This also includes a high-level description concerning the expected behaviour of an E/E-system. On this level, functions are independent of realization details. This level is called user level. To represent the user level, function hierarchies are often used. Figure 1 shows an exemplary function description on the user level. The function “to control tire inflation pressure” is decomposed in two subfunctions which are directly perceivable by a user. These functions are independent of realization details.

![Figure 1: Exemplary User Level.](image_url)

In contrast to the user level, the second level concentrates on the way the functions are realized on a logical level. Therefore, this level is called logical architecture or design level. Here, the description of functions is more detailed. The logical architecture contains a decomposition of functions and information concerning the input- and output on a logical level. Another important issue is the description of behaviour of a function, e.g. via a state transition process.

Figure 2 shows an exemplary logical architecture which concretizes the functions shown in Figure 1. It becomes obvious, that a logical architecture contains also functions which are not perceivable by the user, for example the function “capture tire inflation pressure”. Moreover, Figure 2 shows that a logical architecture contains assumptions concerning the realization of functions as the illustrated functions describe only one possible solution. The function “warn of a pressure loss” could for example also be
realized by comparing the number of rotations between the left and the right tire. In this case, the logical architecture would be different whereas the function shown in Figure 1 would be the same for both possible solutions.

![Figure 2: Exemplary Logical Architecture.](image)

The third level describes the technical details of E/E-systems. Therefore, this level is called technical architecture. The technical architecture consists of hardware and software architecture. The hardware architecture includes the physical components of an E/E-system. Above all, these are actuators, sensors as well as control units. The software architecture describes the software components of an E/E-system. In our context, the relations between functions of a logical architecture and elements of the technical architecture, i.e. hardware and software components, are important. These relations describe which parts, i.e. hardware and software components, contribute to the fulfillment of the related function. These relations are called mapping relations. There is a wide range of possible levels of detail concerning the modeling of mapping relations, i.e. the target of a relation can be on different levels of the logical architecture or technical architecture, respectively. For example, a function can be related to a control unit. A more detailed relation could link a certain information output of a function to a physical connection between hardware components.

### 4 USE CASES

In this section several beneficial use cases identified in our analysis are described and corresponding possible solutions are presented. The first use case is settled in manufacturing process planning and deals with the prioritization of functions to be tested in manufacturing. Another use case focusing on manufacturing process planning is the specification of test cases for functional testing. The third use case is occupied with the extraction of compatibility information for certain purposes in manufacturing and usage. The fourth use case focuses on capturing of customer feedback during the usage of a product and the last use case describes the update of functions.

#### 4.1 Prioritization of functions to test

Functions on the user level represent the customer's view on a car. Thus, testing functions is the direct way to ensure the functional aspects of a car's quality from the customer's perspective. Via testing of functions in manufacturing it is possible to assure that functions are fulfilled at the end of the manufacturing process. Moreover, the high number of variants of modern automobiles increases the importance of testing of functions during manufacturing. The following examples illustrate the high number of variants: Audi states that there are $10^{10}$ possible configurations, at Daimler, there are $10^{12}$ possible configurations and at BMW $10^{25}$ [13], [14]. Therefore, only a restricted percentage of the possible configurations can be tested in the development phase. Testing of functions in each possible configuration would result in an unreasonable effort. Moreover, this effort is unnecessary as not each possible configuration is being actually ordered. This shortcoming can be resolved by an additional testing of functions during manufacturing as the tests are applied on a customer's car, i.e. on a particular configuration.

On the one hand, testing of functions during manufacturing is important as we have mentioned. On the other hand, this testing of functions causes a high effort as there are more than 2000 functions in a car [15]. It is not feasible to test all of these functions during manufacturing. Therefor, there is a need to prioritize functions to be tested on the basis of defined criteria.

In order to find a solution for prioritizing functions, the failure mode and effects analysis (FMEA) and the field of risk management are helpful. These approaches address a similar issue. In FMEA and risk management, the following factors are relevant: probability of a failure and consequences of a failure [16], [17], [18]. In FMEA, detectability of a failure is additionally taken into account. Thus, according to these approaches, following influencing factors have to be taken into consideration in order to prioritize functions to be tested:

- **Severity of the consequences caused by a failure in a function**: This factor describes the seriousness of consequences that result from a defective function from the customer's point of view.
- **Probability of a failure in a function**: This factor describes the likeliness of a failure to occur in a function.
- **Probability of detecting a failure**: This factor describes the likeliness to find a failure before a product arrives at the customer.

The combination of these three factors leads to the prioritization of functions to be tested.

There are several ways to determine values for the three factors. The first alternative is to estimate values in a subjective manner on the basis of the knowledge of experts. Thus, it is possible to prioritize functions without a comprehensive basis of information concerning functions, e.g. information about the mapping relations between components and functions. Only a documentation of functions on the user level of an automobile is needed for the estimation of values in a subjective manner. Moreover, a documentation of the logical architecture might be helpful as it provides a better inside into consequences of a failure of a function. Here, the effect of a failure in a function on other functions becomes transparent.

Another way is to determine or calculate estimated values for severity, probability and detectability on the basis of detailed information as shown in Figure 3. The following examples shall deliver an insight into the possible information that could be taken into consideration.

For an estimation of severity criteria like the safety relevance and the importance of a function from a customer's perspective can be helpful. The safety relevance specifies whether there is a hazard when the considered function is not fulfilled or not. Consequently, this is very important information for prioritizing functions. Furthermore, the importance of a function for the customer should be regarded. Thus, a documentation of functions on the user level and of values for these criteria for each function would be helpful for the estimation of severity.

For a determination of probability of a failure in a function it is helpful to take, among other things, the complexity and error rates of related components into consideration. Complexity can for example be estimated on the basis of the number of hardware and software components that are necessary to fulfill the considered function. Here, information like the lines of code (LOC) of participating software can give an additional hint concerning complexity of a function. Moreover, existing information regarding error rates of the components related to the considered function improves the determination of the probability of a failure. To sum it up, information about mapping relations...
between components and functions is important for a determination of probability of a failure in a function. The probability of detecting a failure is influenced by many criteria. In the context of our use case analysis, i.e. at the OEM the detectability is especially influenced by the ability to test the physical connections between components that are related to the considered function. The reason is that in manufacturing the testing of connections between components is dominating. With testing of single components and connections between components there is a kind of an implicit testing of functions. So, if connections between components that are contributing to a function are not testable, the considered function cannot be tested implicitly. Consequently, the probability of detecting a failure in this function is quite small when tests are limited to connections. The ability to test physical connections is determined by the type of involved components and the corresponding connections. Consequently, information about the mapping relations between functions and components and especially the physical connections is helpful for determining detectability.

4.2 Specification of test cases

As we pointed out, there is a need to test functions during manufacturing. In order to execute tests the corresponding specifications of tests have to be derived. There are several methods to test technical system depending on the objective of the testing. In our context, the objective of testing is to ensure that functions are fulfilled at the end of the manufacturing process. So, out of the existing methods to test, functional testing has to be used and corresponding specifications have to be generated. Functional testing means that a stimulus is created and acts on the tested automobile. Afterwards, the real response is observed and compared to the to-be response. Consequently, information about stimuli, preconditions and to-be responses are needed to specify a test (Figure 4). Preconditions can be further subdivided into conditions that have to be fulfilled at the beginning of a function and conditions that have to be fulfilled throughout the whole execution of a function.

No information concerning the internal design of functions is needed for functional testing. Consequently, functional testing is also known as black-box testing [19].

The combination of values for severity, probability and detectability for the function in question leads to the determination of the priority to be tested.

Figure 4: Information for Specification of Function Tests.

In general, testing of functions can be executed manually or automatically or via combination of both. Manual execution means that a person initiates a certain stimulus and checks the response of the automobile. This method is characterized by a high congruence with reality, i.e. functions are tested just like they are used by customers [20]. However, manual testing is time consuming and not always reliable because of the probability of human errors. Automatic execution is achieved without any intervention by a person. Thus, there is sometimes the need to manipulate stimuli, e.g. to simulate that a button was pushed. This leads to a smaller congruence with reality in comparison to manual testing. However, automatic execution of testing is less time consuming and more reliable than manual execution of testing [20]. Because of the specific advantages of executing testing of functions in a manual and automatic way there is a need to support both methods.

There are several ways to generate a specification for a test of a function. First of all, a specification can be created manually with a documentation of functions on the user level. To complete a specification, stimuli, preconditions and the to-be response must be defined (see Figure 4). The specification of tests can be supported by integrating this information into a function-oriented representation. A function would be described by stimuli, preconditions and the to-be response. To derive a specification for a test from such a function-oriented representation, a consistent selection out of this information has to be made. For instance, if a function can be initiated through several stimuli, one stimulus has to be chosen and integrated into the test specification.

Especially the specification for the automatic execution of tests can be simplified by additional technical details concerning the elements shown in Figure 4. This is illustrated by the following examples. Stimuli, preconditions and to-be responses of a function could be detailed by specifying corresponding signals in the logical architecture. This way it is possible to generate a test in which a function is initiated by sending a certain stimulus in the form of a signal. The to-be response would be observed by controlling the corresponding signal. An additional help for specifying tests is also offered by considering information about mapping relations between components and functions. That way it is possible to use characteristic properties of components for defining a functional test. For example, by knowing the current consumption of a component related to the response of a function it is possible to specify a test in which the to-be response is detected by observing the current drain.

4.3 Extraction of compatibility information

The function range of modern vehicles is reached by an interaction of many components. Therefore, it must be ensured that the components contained in a vehicle are compatible to each other as a whole. So the knowledge about the compatibility must be available. With this knowledge it can be ensured over the product life cycle that the components used in an assembly are compatible, for example during manufacturing. Here, knowledge about compatibilities is essential for assuring that the components mounted in an automobile are compatible.

A further example is the case of an error during the usage of an automobile. If one or several faulty components must be exchanged by newer versions or new software has to be brought in, a new configuration arises as a
In order to analyze interaction compatibility, similar to the notions of a component can be given by comparing the determination of replaceability, structural compatibility has concerning the behavioral compatibility of different versions brings more significance to the estimation of replaceability. Structural compatibility looks upon the in- and outputs or signals respectively. So, a documented logical architecture has to be taken into consideration. Here, several levels of abstraction from an abstract signal delivered from a function to the corresponding concrete signal on a bus can be taken into account. In particular, criteria of signals like the type or unit are used. So, an analysis of these criteria of functions related to different versions of the component in question leads to a statement concerning the structural compatibility.

Behavioral compatibility focuses on behavioral aspects which are visible to the environment. So, a statement concerning the behavioral compatibility of different versions of a component can be given by comparing the behavioral aspects of the related functions.

In order to analyze interaction compatibility, similar to the determination of replaceability, structural compatibility has to be considered. To ensure structural compatibility the in- and outputs of functions in a logical architecture within a configuration have to be consistent. In particular, there have to be outgoing inputs for all required inputs. Moreover, the in- and outputs must fit to each other. Again, several levels of abstraction from an abstract signal to the corresponding concrete signal on a bus can be taken into consideration.

**4.4 Capture of customer feedback**

The number of functions in an automobile increases more and more. This trend is accompanied by a rise in development effort and complexity and by the corresponding disadvantages like the increase in potential error sources. Therefore, it is very important to concentrate on the development of functions that are actually perceived and required by the customer. This way it is possible to avoid an unnecessary increase in the amount of functions. Consequently, feedback concerning functions from the customer’s perspective during usage must be gained. This feedback is especial useful as it is based on experience with real automobiles in a common environment. Having this knowledge it is possible to improve functional aspects of new releases or of a new model series as shown in Figure 5. Feedback information related to a certain release of a particular can be gained during the usage and utilized for an improved development of the next release or of another model series.

![Figure 5: Integration of Customer Feedback.](image-url)
information concerning function monitoring. For example, information about the stimuli of a function and about the possibility to detect these stimuli is necessary. Apart from importance of functions the satisfaction with functions is also an important issue related to customer feedback. There are several methods to measure customer satisfaction. So-called objective methods derive a conclusion concerning customer satisfaction on the basis of aggregated indicators like turnover or market share. However, these indicators are influenced by many determining factors apart from customer satisfaction [25]. Moreover, the level the indicators are focusing on is to coarse-grained for a statement concerning customer satisfaction with functions. The so-called subjective methods are more suitable for measuring customer satisfaction. Subjective methods are based on individual customer satisfaction judgements [24]. The customer satisfaction is usually analyzed with the help of customer surveys - either by satisfaction scales or by measuring of the fulfillment of expectations [25]. These methods can also be used to analyze the customer satisfaction with functions. A documentation of functions on the user level is the basis for such an analysis. However, because of the enormous amount of functions the utilization of these methods is problematic.

Another important aspect of customer feedback is the capturing and documentation of issues related to functions. These issues include reports about failures of functions, about handling problems during usage of functions or suggestions for improvements, for example. These issues should be linked to the corresponding functions on the user level. In this way it is possible to identify problems related to functions and to find potentials for improvements.

In [24] and [26] it is stated that customer feedback can also be used to identify new requirements. So, in our context, the demand for new functions should be derived from customer feedback and integrated in the function-oriented representation.

4.5 Update of functions

Production series are developed further also after the beginning of the series production. Thus, new functions are integrated into vehicles during the production period of a production series. The increasing share in electronics and primarily software offers the potential to update a vehicle already produced with the new functions with relatively low effort. In this way it is possible to increase customer satisfaction and customer binding.

To enable the update of new functions it is necessary to know which functions have been added during continued development in comparison to the automobile to be enlarged. Moreover, activities that have to be performed for the update must be identified. Examples of such activities are the application of new software or the exchange of components.

Thus, the procedure to enable an update of functions consists of several steps as shown in Figure 6. In the first step new functions are identified by a comparison of the current functions on the user level with the functions at the time of the production of the relevant automobile. In the second step the activities which must be carried out for the realization of the desired new functions are identified. The identification of the activities can be done either on the basis of expert knowledge or on the basis of detailed information about the mapping relations between functions and software, functions and components and so on.

This information has to be documented in the function-oriented representation. For every new function the configuration of the automobile required for the realization is determined. Among other things, this includes the required hardware and software with information about the appropriate variants and versions. Moreover, the required variant coding is to be determined. Thus, information about the corresponding variant coding for a function is helpful.

The required activities for every new function are defined via a comparison of the required configuration and the actual configuration. Regarding software, the following activities can become necessary: an exchange, parameterisation or variant coding. Concerning hardware, a replacement or an addition of hardware might become necessary.

After the execution of the activities for updating the functions desired by the customer it is reasonable to document the new composition of the automobile. This documentation includes the modified function-oriented representation and configuration of the automobile.

5 SUMMARY AND OUTLOOK

With the increasing complexity of Electric/Electronic systems of modern automobiles the so-called function orientation becomes more and more important. So far, the existing methods in this field are focusing on the development phase. However, function orientation can generate an additional benefit in the late phases of the product life cycle, especially manufacturing process planning, manufacturing and usage of a product. In this paper, several beneficial function oriented use cases during these phases of the product lifecycle were described. Moreover, we presented a possible solution for each use case. An appropriate function-oriented representation is a crucial factor for enabling these solutions of the use cases. However, a concept of a function-oriented representation with consideration of the needs of use cases beyond the development phase does not exist up to now.

Therefore, our goal of further research is to define a function-oriented representation which supports use cases in manufacturing process planning, manufacturing and usage of a product. During our use case analysis we have realized that there are several possible solutions for each use case. This issue has to be considered in the definition of an appropriate function-oriented representation. We will face this challenge by allocating each solution to the corresponding element of the function-oriented representation. Figure 7 shows this approach with a simplified example. The left columns contain the use cases and the corresponding solutions. The top row contains an excerpt.
of elements of a function-oriented representation as mentioned in section 3. These elements of a function-oriented representation are, among other things, a documentation of functions on the user level, a logical architecture and information about mapping relations. The latter describe which parts, i.e. hardware and software components, contribute to the fulfillment of the related function.

For each solution of a use case, there is a statement about the required elements of the function-oriented representation to support this solution. For instance, solution 1 of use case 1 (e.g. prioritizing functions to be tested on the basis of an estimation of severity, probability and detectability in a subjective manner) is supported by a documented user level. An example for a more demanding solution is the estimation of values for severity, probability and detectability on the basis of detailed information for prioritization of functions to be tested as described in section 4.1. Here, a documentation of functions on the user level and of values for the importance and safety relevance of a function within this documentation would be helpful for the estimation of severity. Considering the function network helps for the estimation of effects of a failure in a function, for example. Information about mapping relations between components and functions is important for an estimation of complexity and therefore among other things, for the determination of probability of a failure in a function. Moreover, documented mapping relations between functions and components and especially the physical connections are helpful for determining detectability as shown in section 4.1.

Thus, it will become visible which elements are required for a certain solution of a use case. With this means it will be possible to configure an optimal function-oriented representation that it suitable for the desired solutions of each use case.

Figure 7: Instrument for Configuring a Function-oriented Representation on the Basis of desired Solutions of Use Cases.
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