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ABSTRACT

For the past decade, substantial progress has been achieved in the field of visual per-
ception for autonomous driving application thanks notably to the capabilities of deep
learning techniques. This work aims to leverage stereovision and explore different
methods, in particular unsupervised clustering approaches, to perform 3D panoptic
segmentation for navigation purposes.

The main contribution of this work consists in the development, test and validation
of a novel framework in which geometric and semantic understanding of the scene
are obtained separately at the pixel level. The combination of both for the extracted
visual 2D information of the desired class provides a 3D sparse classified point cloud,
which is used afterward for instance clustering.

Preliminary tests of the baseline version of the framework for Vehicle objects were
conducted on urban driving datasets. Results demonstrate for the first time the via-
bility for processing of this type of point cloud from visual data, and reveal improve-
ments areas. Specially, the importance of the boundary F-score in semantic seg-
mentation is highlighted for the first time in this application, with an increase up to 32
percentage point in this study.

Additional contribution was made by applying distribution clustering as well as density-
based clustering for instance segmentation in a visual based 3D space representa-
tion. Results showed that DBSCAN was well suited for this application. As a result,
it was proven that the presented framework can successfully provide genuine 3D
profile map representation and localisation of vehicles in a urban environment from
2D visual information only.

Furthermore, the mathematical formalisation of the link between DBSCAN’s param-
eter selection and camera projective geometry was presented as future work and a
mean to demystify parameter selection.

Keywords
Panoptic Segmentation; Semantic Segmentation; Instance Clustering; Visual Per-
ception; Autonomous Driving.
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1. INTRODUCTION

Transport is a fundamental enabler for mobility, it facilitates the movement of persons

and goods over ground, sea, air and even space, empowering trade and exchange

for numerous sectors. Obviously, transport systems is a wide domain, and this thesis

wishes to focus on the urban automotive field through which majority of people on

earth are commuting and travelling on a daily basis. Transportation experienced

many disruptions enabling to move faster and further away than ever before. The

apparition of the automobile at the beginning of the 1900s constituted a revolution by

making this commodity accessible at an individual level. For many, owning a car is

a synonym to convenience and to freedom: you can go almost wherever you want,

whenever you want.

However, this independence is not yet available for everyone. The reasons are di-

verse, whether it is linked to age restriction, disability, or not having a driving license

for example. The key and common point for a majority of them is that they cannot

drive because they cannot operate the vehicle themselves. In addition, the incum-

bent mobility system lacks efficiency, particularly in urban areas where traffic can be

excessively dense despite the endeavour of public transports to reduce it.

Thus, the automotive industry faces today the challenge to continue to enable per-

sonal mobility, to improve it and to extend it to those who cannot yet afford it; and to

do so at a lower cost. Lower financial cost, lower environmental cost, as well as a

lower cost in human lives.

Possible answers to these challenges may have appeared in the last two decades:

shared taxi vehicles, car sharing, alternative fuel types and viable electric cars. Para-

doxically, the most promising response to both reducing the number of car accidents

on the road and enabling everyone to use a car, is to remove the human from the

equation: let the car drive itself. As for several previous technology revolutions, re-

search in unmanned and autonomous vehicles emanated from a military context.

The Defense Advanced Research Projects Agency (DARPA) prepared the ground

and demonstrated in 2007 that developing a car that could drive itself in a relatively

manageable scenario was feasible [1]. Many among the best engineers and com-
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1. INTRODUCTION

puter scientists who pioneered this technology by participating in the DARPA com-

petitions later joined Google and its effort to pursue the development of autonomous

vehicles in more realistic and complex situations [2].

Ten years later, Advanced Driver Assistance Systems (ADAS) features such as adap-

tive cruise control, lane keeping or collision warning systems are common in com-

mercially available cars nowadays. In fact, new laws are appearing in certain parts

of the world to accommodate testing and deployment of this technology. In parallel,

new standards are being defined to accompany and guide the development of this

emerging technology. And as fleets of autonomous vehicles are already being made

available to a selected handful of users, the reality of autonomous vehicles seems

just around the corner. Since 2017, a lot of attention and proportional gigantic invest-

ments have been made because of the perspectives and potential benefits that this

technology promises to offer. Many auto-makers thus envisaged, and sometimes

even promised, to roll it out by 2020.

And yet, as of 2021, there is currently no agreed consensus on how to build this

technology. It is also still unclear how to deploy it and create a commercially vi-

able ecosystem for driver-less cars since the technology itself is not mature enough

and still far from announced milestones. Indeed, the extensive tests, in simulation

and on public roads, have brought to light deficiencies highlighting the fact that the

technology is still under development.

There are many challenges to automate the operation of a car in urban or semi-

urban environments. Currently, as the infrastructures and the vehicles have been

designed for human beings, many of these challenges are related to how best can

one reproduce the human’s behaviour and capabilities. While driving, the brain is

engaged in many tasks:

• seeing and interpreting visual cues in order to understand where the vehicle is

at any given time,

• abiding by the driving rules in that portion of the road,

• detecting hazards,

• anticipating other’s behaviour and potential actions,

2



• estimating our own future location.

The brain is capable of executing many of these tasks simultaneously in order to

decide the best course of actions, and then acting on it by manoeuvring the vehicle.

In other words, the challenge is to reproduce efficiently the perception, analysis,

decision making process and the actions of physically driving the vehicle.

The human brain is also capable of adapting one’s decision and actions as neces-

sary when new information is perceived. Some abilities are innate such as seeing

and interpreting one’s surroundings. While some other abilities are first learned by

repeated practice through classes, readings and experience, and then demonstrated

by passing a driving test. This is the case for handling the vehicle and the set of as-

sociated rules. Although the rules are defined to a very basic level in such a way that

they can be applied systematically which help in normalising vehicles’ interactions

and behaviours in order to maximise safety.

Driving involves a lot of common sense, in particular when reaching a scenario for

which the rules do not quite fit and a course of action still needs to be decided. As

common sense is derived from cultural and social context, which is very difficult for

a machine to learn. To this day, this constitutes one of the greatest challenges in

autonomous driving, and more generally in artificial intelligence (AI).

Furthermore, to be fully autonomous and avoid the types of crashes deriving from

human errors, a self-driving car must not only reproduce the positive aspects of

human driving but also supplant the negative aspects in order to converge toward

an ideal driving model. However, current self-driving and driver assistance solutions

do not yet provide this level of safety, as highlighted by tragic fatalities that have

occurred since 2016 [2] with ADAS features being used.

Consequently, questions remain, including the following:

• What is the best strategy to achieve full autonomy: should it be achieved by

design or reached gradually by improving ADAS features on current vehicles?

• What is the most appropriate sensor suite to perceive the environment?

• How should the software stack be organised?

• What are the most efficient algorithms for path planning or for perception?

3



1. INTRODUCTION

• How much of the algorithm process should be covered by a DNN, a “black box”,

preventing the algorithms to be fully explainable?

Some of the hypothesis brought to explain some of the most unbelievable incidents

and system failures are linked to environment perception: the surroundings were

wrongly perceived and interpreted. This can lead to obstacles not being correctly

detected and therefore the system cannot react and behave appropriately. The ob-

jective of this thesis is to explore what can be achieved using only visual information

as means of perception to provide situational awareness to a self-driving vehicle.

Awareness is defined here by an environment representation that is sufficient for

navigation purposes.

The framework developed must therefore include geometric as well as semantic in-

formation for each of the objects detected in the images. The particularity of the

work highlighted in this thesis is to leverage the 3D information. While most of the

current work in visual understanding sticks to a 2D object detection problem, this

work also leverages classic clustering techniques in a domain where deep learning

has become predominant since 2012.

Moreover, the most logical way of capturing an object in a three dimensional space

would be to use a ranging sensor such as LiDAR or RADAR which output 3D or 2.5D

information. Images on the other hand are restricted to 2D information. However,

depth information can be retrieved through stereoscopy and projective geometry

which is what this thesis is attempting to exploit and improve. Furthermore, prov-

ing the viability of using camera to provide 3D object’s location would constitute an

interesting commercial benefit giving the affordability of camera sensors compared

to LiDAR.

Several key reasons led to the development of the proposed framework. First, the

2D object detection problem suffers from drawbacks. The first one is that due to its

2D nature while dealing with 3D objects, occlusion and truncating is very common

in the images. While efforts are made to deal with these, notably thanks to added

notation/labelling in datasets or with the help of neural networks that are very flexible,

these efforts remain insufficient as they do not solve the problem on the long run, just

expose it.
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Indeed, once the objects are identified and must be localised, a depth estimation

must be made and the occluding object(s) introduce(s) error in the estimation. Our

solution, here, proposes to leverage the stereovision setup to reason in a 3D en-

vironment directly. The reasoning being that objects should be self-contained and

represented as single entities. This means that, except in case of a collision be-

tween two or more objects, they are distinct and separated. A similar reasoning

independently applied by NVIDIA led them to process bird’s eye views [3].

The second inconvenience of the 2D object problem is that very early, the output

was defined as a bounding box with a class probability. This was adequate and

satisfactory to hold public challenges, competitions, and to establish benchmarks

that have allowed great advances in the field. However, as highlighted by NVIDIA [4],

it can be argued that these bounding boxes have become imprecise as they cover a

larger area in the image than the actual target. In the field of autonomous driving,

bounding boxes are considered more than enough as there is always a margin of

error needed to navigate around objects, therefore removing the need for a very

precise contour definition in the image of the found object [5].

Although it is true that a margin of error is always necessary for navigation pur-

poses, a bounding box does not enclose objects precisely enough to estimate its 3D

localisation from images. Should the object’s distance be estimated by taking the

minimum depth value within that bounding box? In that case, is that value from the

object itself, from the space in the corners or maybe from an occluding object in the

foreground? Should an average of the depth values be estimated instead?

Though the latter seems much more satisfactory, it is not; as it incorporates in the

estimation of the object’s distance many depth values that are not from the said

object. Also, it can lead to an estimated distance further away than the foremost

point of the object. As a solution, the work in this thesis leverages the pixel-wise

semantic segmentation techniques, in order to obtain object points that solely belong

to the object and not of their surroundings.

Finally, classification is crucial for navigation. In the autonomous software stack, an

understanding of the motion of other objects is important to plan the ego-vehicle’s

own motion. In order to anticipate other’s motion, it is required to know how they
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1. INTRODUCTION

usually move and therefore what they are.

The task that this work aims to achieve is called panoptic segmentation, which is

the combination of segmenting images at the pixel level both based on their class

and object instances. The hypothesis tested in this work is whether it is conceivable

to address 3D panoptic segmentation with traditional unsupervised clustering and

without learning an image representation with a deep neural network (DNN) prior to

clustering.

With all above considerations, the developed framework is a combination of a depth

estimation using stereovision and a semantic segmentation of the left image using

DNNs. It is followed by retrieving class-specific points in the depth map to form a 3D

points cloud of a given class. Classic clustering techniques are then applied on this

sparse points cloud to detect each instance separately.

As the behaviour of the developed framework is explored, this work shows the impor-

tance of a good semantic segmentation and highlight the importance of the Bound-

ary F score metric for this application. Indeed, classic clustering techniques are very

sensitive to the features they are given and also to outliers. Therefore the better the

segmentation, the better the clustering is afterwards.

Two types of clustering that were judged appropriate for the application are investi-

gated: distribution clustering and spatial clustering. The work demonstrates the lim-

itations of distribution clustering on this framework based on visual data. The work

also presents the advantages of using a spatial clustering as well as deriving ways

forward and the further work it would bring for visual based perception for situational

awareness and navigation in urban environment.

The thesis is structured as follows:

1. Chapter 2 gives an overview of background and related work in computer vision

and machine learning for robotics’ navigation and autonomous vehicles.

2. Chapter 3 describes the research problem and gives an introduction to the

developed pipeline and the conducted preliminary tests that laid the foundation

of the presented work.

3. Chapter 4 concentrates on the first step of the pipeline, which is the semantic
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segmentation, and its influence on the rest of the pipeline.

4. Chapter 5 explores the different clustering techniques and describes their re-

spective behaviour within the framework

5. Chapter 6 incorporates into the framework the improvements discovered in the

previous chapters. The resulting version of the framework is tested on a case

study for validation and a general discussion.

The domain of autonomous vehicles, both including computer vision and AI, evolves

at a very fast pace. So to put the context of this research into perspective, it is

important to note that the project started in early 2017 - at the time when self-driving

cars were just getting known on the wider public stage.
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2. BACKGROUND AND RELATED WORK

The race for self-driving cars has become in the past few years a trending and excit-

ing topic of research. Building an autonomous vehicle is not a straightforward task

and requires several domains of expertise to come together: robotics, engineering,

computer science, etc. In this chapter, I present briefly the industry to set the context

and then describe in more details the perception task in autonomous driving. As this

work utilises visual data only, a particular focus is given to computer vision, including

a description of projective geometry. Finally, I address the current methods to inter-

pret visual information, centred around deep learning and the potential it has shown

on this application in the past years.

2.1 The autonomous vehicle industry

2.1.1 Brief history

In spite of the innovative and sometimes futuristic image that accompanies the au-

tonomous driving world, the idea of a driver-less vehicle is not recent. Tests were

conducted throughout the twentieth century, from radio-controlled cars, to detectors

and guidance mechanisms within the infrastructure. Around the 90s, more efforts

were invested in developing vehicles that could drive semi-autonomously, initiated

by the likes of Carnegie Mellon University’s Navlab, or Daimler-Benz for example

with the Prometheus project [6]. However, the development of fully autonomous ve-

hicles became more widespread and tangible when the American military organised

a series of challenges where no human intervention was allowed.

In 2004, DARPA organised the Grand Challenge, a race of 150 miles for driver-less

cars taking place in the Mojave desert. None of the fifteen vehicles that entered the

race crossed the finish line, and within a few hours - 1/3 of the race - only four vehicles

remained operational. The race was considered a failure, although it succeeded in

generating interest in autonomous driving technology. The competition was held a

second time in 2005 for 132 miles, and this time five vehicles - out of twenty-three -

finished the race [2].

For both races, the objective was to follow GPS waypoints, disclosed only two hours
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2. BACKGROUND AND RELATED WORK

before the start, along a route freed from dynamic objects. As it was a static en-

vironment without obstacles other than the rough terrain itself, the main challenge

was to control the vehicle and to navigate the road: maintaining its path following

tunnels, sharp turns while surviving the dust and going as fast as possible. As a con-

sequence, the competitors did not reach the level of autonomy DARPA had initially

hoped for. Eventually, the Urban Challenge was organised in 2007 in order to make

the driving scenarios more realistic by introducing traffic, infrastructure and driving

rules.

Alongside the race, the event was comprised of three different tasks established to

assess the capabilities of the self-driving vehicles. The tasks would not be disclosed

before the race start to avoid any pre-programming the drive and encourage the

development of some form of intelligence, awareness and route planning. Task A

was to turn left on a busy street. Task B was to navigate a street with stationary

parked cars on both sides, enter a busy parking lot and pull in and out of a spot

without any collision. And finally, task C was a series of four-ways intersections and

an unexpected roadblock before the end goal, forcing the robot to stop and reroute

itself completely autonomously.

The principal contenders for these DARPA challenges were Stanford University and

Carnegie Mellon University, who respectively won in 2005 [7] and in 2007 [1]. The

completion of the Urban Challenge was a key milestone in the development of self-

driving cars as it showed it was feasible: a vehicle could navigate on its own in a

urban environment while managing traffic.

However, industry did not pick up on the momentum of the victory and efforts to

pursue the development of self-driving cars came only later, at the end of the decade.

Google hired many of the Grand Challenges competitors to gather them under the

project Chauffeur. This project would then turn into the now well known company

Waymo in 2016 [2].

The Society of Automotive Engineers (SAE) defined in 2014 in the document stan-

dard J3016 different levels of autonomy depending on:

• the driver attention and driver’s actions required,

• the Dynamic Driving Task (DDT) accomplished by the vehicle,
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2.1. THE AUTONOMOUS VEHICLE INDUSTRY

• the Operational Design Domain (ODD), i.e. conditions, in which the vehicle can

operate.

There are 5 levels of autonomy ranging from 0, no autonomy, to 5, full autonomy. It

is important to understand in this ranking that the human driver is required to drive

from level 0 to 2, as the vehicle is comprised of only assistance features. From level

3 to 5, the vehicle has automated driving features; however the human driver is still

required to drive for level 3 if the vehicle requests it.

2.1.2 Who are the actors now?

The landscape of the autonomous driving industry nowadays involves many actors

world-wide, and is changing rapidly. The domain is now more than ever built on part-

nerships between established companies, startups and universities. In this section,

I aim to give an overview of actors that have come to light in the past 5 years.

In China, AutoX has been the first to test on public roads and now operates a large

and fully autonomous robotaxis service in four cities, including Shanghai and Beijing

[8]. Baidu showed in 2017 a driverless solution based on monocular cameras and

end-to-end deep learning [9]. While most of the commercially available cars are

comprised of level 2 ADAS features, in Japan, Honda became the first to release on

the market a level 3 system with a ”traffic jam” assistance feature [10].

In the United Kingdom, Oxbotica was founded in 2014 and developed from a startup

into a world leader in autonomous driving software [11]. In parallel, Wayve was

founded by a researcher from the University of Cambridge and was the first to test

their vehicle, based on end-to-end deep learning, in traffic on UK public roads [12].

Elsewhere in Europe, the likes of BMW, Daimler, Paris Region and Valeo can be cited

as competitors in the race of self-driving cars. In Russia, Yandex [13], is particularly

impressive for handling adverse weather conditions, snow notably.

The stage of the autonomous industry in America is relatively dense as companies

initially from different domains are now working towards self-driving cars at different

levels, and sometimes in partnerships: automakers, hardware and software compa-

nies, taxis companies, etc. A non-exhaustive list includes:

• Aptiv
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• Ford, with Argo and BlueCruise System

• General Motors, with Cruise

• Lyft, now acquired by Toyota

• Mobileye (Intel)

• NVIDIA

• Tesla

• Uber, now acquired by Aurora

• University of Toronto, with Autonomoose

• Waymo (Google)

• Zoox (Amazon)

Mobileye is noticed for having multiple partners and being a solid software developer,

supporting three main tasks in autonomous driving: sensing, mapping and driving

behaviour. Its solutions are mostly based on cameras although radars and lidars

are needed for redundancy. Tesla, known for not relying on lidar technology but on

eight cameras providing 360 degrees of visibility [14], was one of these partners until

2016. Tesla is also known for making its “Full Self-Driving Beta” software available

to its customers.

For the last decade, taxi companies were particularly interested in the technology in

order to deploy robotaxis fleet. The fact that Uber and Lyft have recently disengaged

from the development of the autonomous driving technology despite large invest-

ments, shows that the viability of this technology is not as straightforward. There are

significant debates and development challenges over the business model to adopt.

Some are turning towards robot delivery services or to trucking like Aurora. The

large amount of funds that are necessary encourage some of these actors to team

up, and there is an important turnover in these partnerships.

2.2 Perception of the environment

Tesla and Uber are unfortunately known to cause the first fatalities due to testing this

technology on public roads [2]. In 2016, a Tesla Model S hit at 74 mph the middle of a
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tractor-trailer that was crossing the road, killing the driver instantly. In 2018, as Uber

was testing its autonomous mode, the vehicle hit at 40 mph a pedestrian who was

pushing her bag-laden bicycle across the road. For both crashes, the environment

has been sensed and interpreted incorrectly by the autonomous vehicle, leading

up to these accidents. Whether or not the tractor and the pedestrian have been

detected or disregarded as “false positives”, both crashes highlight the crucial role

that environment perception plays in the autonomous driving technology.

2.2.1 Representing the environment for navigation

The main purpose of mobility is to go from one place to another. In order to do so

automatically, the autonomous vehicle must navigate its surroundings, plan a path

to the desired destination and then control the vehicle along this path. Navigation

necessitates several components to come together and a standard decomposition of

the necessary processing in the software stack is the following [15]:

• environment perception

• environment mapping

• motion planning

• control and guidance

• system supervisor

While the system supervisor module checks for hardware faults, software incon-

sistencies and validates the ODD, the motion planning module determines the au-

tonomous vehicle’s behaviour and eventually its path. Both environment perception

and mapping modules interact and give an interpretation of the surroundings to the

motion planning module. Perception, here, is the process of giving awareness to the

autonomous vehicle about:

1. its own state in space: position, velocity, acceleration, orientation, angular mo-

tion.

2. the identification and localisation of other elements in the surroundings.

The second, Object and Event Detection and Response (OEDR), is a crucial criterion
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for automation as it identifies what affects the driving task and how to react to the

surroundings appropriately. In order to make informed decisions the vehicle needs

to be aware of two categories of elements: static and dynamic elements.

The former accounts for elements that generally belong to the infrastructure, such

as the road, curbs and markings, traffic signs, construction areas, buildings, etc.

Identification is here important for the vehicle to adapt correctly its attitude and driving

for the safety in construction sites, school areas, and respecting the driving rules in

general.

The latter includes other vehicles, pedestrians and other moving obstacles to avoid.

Identification plays a critical role to distinguish entities in order to anticipate their

movements and trajectory correctly for the vehicle’s motion planning.

Different techniques exist to represent the environment and visualise the different

elements mentioned above. To avoid collision, static elements can be represented

with occupancy grids [16], where each cell in the grid covering the surroundings is

determined by its likelihood to be occupied. Representations typically involve re-

producing the 3D scene as a point cloud or summarising the information about the

surroundings in a more compact manner: voxels, stixels, meshes etc [17] [18].

Some detailed road maps can also include precise positions for all regulatory ele-

ments, and lane markings for mission planning. Some are created “offline”, before

driving, and are pre-driven in simulation. Others are created “online” by populating

the map according to the sensors inputs. In any case, both modules of environment

perception and mapping always interact in order to update and create the most ac-

curate map so that the local navigation, i.e. immediate actions, can be made safely.

Note however, that the decomposition of the software stack into several manageable

blocks is not always the strategy employed by companies to develop autonomous

vehicles. Some utilise end-to-end learning [19] [20] which consists in using deep

learning techniques as replacement of the software stack entirely. This is usually

done with a Deep Neural Network (DNN) that outputs the required control actions

with only the sensors measurements as inputs. These approaches are made possi-

ble with the progress achieved this past decade in hardware and DNN development.
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2.2.2 Sensing the environment

These maps of static and dynamic objects used to plan a path for the autonomous

vehicle to follow are populated using sensor measurements. All companies men-

tioned in Section 2.1.2 use a combination of all or some of the following sensors:

GPS, IMU for internal state measurements, and radar, lidar, ultrasonic or visual sen-

sor for external measurements.

Whether the external measurements are used to estimate the ego-vehicle’s state

or to determine the content of the surroundings, the perception task faces many

challenges. Among these challenges, coping with data uncertainty and data loss are

important in order to enable robust and consistent interpretation of the sensor data.

Uncertainty and loss can come from various sources: occlusion and reflection bring-

ing ambiguous information, illumination for cameras, lens flares, adverse weather

conditions or terrains. Therefore, sensor fusion, which leverages redundant informa-

tion from multiple sources to address these challenges, is crucial.

However, there is no consensus on which is the best sensors suite to implement

despite conducted studies [21] and theoretical contribution of each sensor type [22].

Since the development by Hall of the Velodyne lidar in the year 2000s, a 360 laser

range finder is a key component of environment perception and mapping as it gives

a 3D point cloud of surrounding obstacles several times per seconds. Active sensing

is usually more accurate than passive sensing and also requires less processing.

However, despite efforts in reducing the price of LiDAR technology, this is still a very

expensive sensor in comparison to cameras. Also, it is argued that when combined

with radar, lidar does not contribute enough for its cost.

There are several arguments towards the usage of cameras for autonomous driv-

ing perception alongside its relative cheap cost [22]. Indeed, in clear weather, they

achieve the best range for obstacle detection, although images suffer from imprecise

depth estimation in comparison to lidar or radar measurements. However, images

also provide more information than lidar or radar that provide basic geometric knowl-

edge, and to a lesser extent, material knowledge of the scene.

Notably, the roads have been designed for the human drivers, whose eyes are the
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main vector of information input. Consequently, images and colour information are

necessary to read signs and lane markings or to detect another car’s blinker for

example. With this fact only, cameras are the sensor type that is closer to human

eyes perception and so is essential to achieve autonomy in the current state of the

world.

Therefore, using visual sensor does not only make sense in term of perception but

has additionally a real cost-saving incentive. Visual odometry is already an estab-

lished domain to estimate the ego-vehicle’s state and localisation based on vision.

With the emergence of DNN, object detection and recognition on images has rapidly

evolved in the last decade [23].

2.3 Working with images

To reconstruct a 3D scene from a 2D image, several key components are needed:

the calibration of the cameras and an estimation of the scale, which is, here, a depth

estimation using stereopsis. A brief description of the underlying principles are out-

lined in the next sections.

2.3.1 Mathematical model and calibration

The pinhole camera, or camera obscura, is a box with a small aperture that can be

assimilated to a point and by which the light enters into the box. The light rays then

reach and hit the back of the box, also called image plane, to form an image. In

practice, this camera is never used because it does not collect enough light to form

a clear image.

However, the setup serves to derive from the light rays trajectory the basic math-

ematical projection formulas which are needed to reconstruct a 3D scene from an

image. The pinhole camera is supposed ideal: the image plane is correctly aligned

with respect to the pinhole, its optical centre.

Therefore, the pinhole camera model represents a simple camera without the lens,

and with a single aperture as small as a point instead. Considering the model in

Figure 2.1, the focal length f of the camera and similar triangles, the projection of a

3D point P(X ,Y,Z)T into the image plane at a pixel position (u,v)T can be written as:
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Figure 2.1: Geometric model of the pinhole camera

u = f
X
Z

and v = f
Y
Z

(2.1)

If u and v are considered to be the size of the sensor used, this relation can be used

to determine the focal length needed to see an object of height Y at a distance Z for

instance. The above expression can be written in a matrix notation if a scale factor

w is introduced.

Indeed, one can observe from the pinhole camera model that a projected point in the

image can, mathematically, come from a multitude of 3D points along the light ray.

To have a unique solution to the projection, an estimation of the depth of a specific

3D point along the Z axis is needed; i.e. its distance from the camera optical centre.

Thus, in Equation (2.1), the scale factor is Z.

In reality, the manufactured cameras are not guaranteed to have the optical centre

perfectly aligned with the centre of the photosensitive sensor that measures the in-

tensity of the received light. Some other parameters such as the skew factor s and

the principal point (u0,v0) are introduced to capture these offsets and errors that are

unavoidable during production. Calibration therefore needs to be performed [24] to

estimate the intrinsic camera parameters, which represents these specific properties

that are unique to each camera. By convention, this matrix is noted K.
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It is important to note here that it is impossible to obtain the exact and absolute

value for f in meters, nor the size and shape of the pixels without dismantling the

camera. The calibration instead gives an approximate of the focal length in pixel in

each direction of the image, ( fx, fy).

The camera model also includes the extrinsic parameters of the cameras which rep-

resent the pose of the camera in the world coordinate system. In other words, this

is a description of where the camera is placed within the system. Therefore, this

transformation matrix contains a rotation matrix R and a translation vector t.

The final equation to project a point from the world coordinate system to the image

plane is the following:

w


u

v

1

=


fx s u0

0 fy v0

0 0 1

[
R t

]


X

Y

Z

1

 (2.2)

Because the small aperture of the pinhole camera does not allow to receive enough

light, an optical lens is placed in front of it to gather more light in practice. To the

above calibration, the distortion coefficients of the lens must be added. It is also

important to use a camera without an adaptive focal length, otherwise the calibration

process will be rendered void.

2.3.2 Stereovision and disparity maps

Though many techniques nowadays estimate the depth from a single camera [25],

initially, two images of the same scene from different perspectives are needed to ob-

tain a perception in 3D. This reproduces the human binocular vision, and is illustrated

in Figure 2.2.

For the same feature, which is a specific, unique and recognisable point in the image

like the smiley face in Figure 2.2, the position difference in pixels between the left

and right images is called the disparity and is noted d. Using Equation (2.1) derived

from the pinhole camera model, the distance Z of this feature point in the scene from

the camera can be linked to the disparity by Equation (2.3), where T is the distance
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Figure 2.2: Geometric model of a pair of cameras, from [26]

between the optical centres of the left and right cameras.

Z =
f ∗T

d
(2.3)

In order to estimate distance for the entire image, features are detected in the left

and right images in order to build a disparity map. It is essential here that the pair

of images are rectified so that the optical axis of the two cameras are parallel. This

enables to use the epipolar line constraint of the stereovision setup and thus to find

each corresponding feature on the same row in both images.

There are several techniques to detect and describe features [27] [28] [29] [30], but all

features must be distinct, repeatable, local, numerous and found within a reasonable

computation time.

These features are then paired up using feature matching algorithms, brute force

matching or otherwise. Using the paired features, the disparity can be estimated and

the distance calculated with Equation (2.3).
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Despite efforts and development made in the last few years, stereovision suffers

from a quadratic error, increasing with distance. This means that the technique is

useful at short to mid-range but adjustments must be made, or other sensors used,

to perceive at further distance. This drawback directly impacts the work in this thesis

and explains both the scattering that will be observed in the projections as well as

the restriction of the case studies to the immediate surroundings of the vehicle.

2.4 Interpreting visual information

There are many aspects in image processing that can make interpreting visual infor-

mation challenging such as:

1. Viewpoint variation in images

2. Change of illumination

3. Deformation

4. Occlusion

5. Background clutter

In recent years, deep learning applied in computer vision has shown promises on

these challenges compared to traditional approaches. In computer vision, object

classification, object detection, depth estimation, and semantic segmentation are

four different tasks. Each has an image as input but the expected output changes

and is respectively: a class label, a class label and a position in pixels, depth for

every pixel, a class label for every pixel.

For object classification, the ImageNet challenge is a reference and each year allows

for the state-of-the-art to be ranked. Since 2012, the top methods are most entirely

based on neural networks, the first one being AlexNet [31]. The latter is an adaptation

from the first convolutional neural networks created by LeCun, LeNet-5 [32] for a

GPU implementation immensely accelerating the computation competitiveness of

the CNN.

The CNN are particularly appropriate to work with images, and it has been shown

that the first layers of the feature detectors reproduced, by learning on its own, similar

features detectors that already existed in image processing. [33] This parallel can
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be made thanks to the cross-correlation that each neuron in the layers implements.

Each neuron is based on the perceptron that consists of a set of weights, which in

a CNN acts as a filter kernel, biases and an activation function. Activation functions

depend on the task, the layers and can be one of the following: Sigmoid/logistic,

softmax, tanh, and ReLu. However, “Regular neural nets don’t scale well to full

images.” “This full connectivity is wasteful and the huge number of parameter would

lead to overfitting.” [34]

Neural networks architectures change and evolve depending on the problem the

learning algorithm is trying to solve. A non exhaustive list of DNN architectures

includes Yolo [35] [36], Inception [37], R-CNN [38] [39], VGG [40], SegNet [41],

DeepLap [42], EfficientPS, etc. Object detectors with sliding windows became ef-

ficient thanks to Overfeat [43], which saved a lot of the computation by recognising

that the algorithm repeated many of the same operation and computation.

Object detectors based on bounding boxes often have a “Non-max suppression”

algorithm to filter their neural networks outputs, keeping the most probable outputs

(with a high confidence score). There is a transition from bounding box detections

towards “blob” segmentation. When the metrics were established for a boundary

score in segmentation task, the authors suggested this kind of precision for task like

driving would not matter as much as for graphic tasks. Today, we see a shift in that

trend as NVIDIA also works on segmentation, not only on bounding boxes.

Before being used, these neural networks are trained on labelled data, as this is

supervised learning. The training process is an optimisation problem, where the

cost of a loss function is minimised. An example of loss function is the cross-entropy

loss. The first and commonly used optimisation algorithm is gradient descent. Its

implementation for networks, the backpropagation, originates from Hinton’s team

in 1986. Variants and other algorithms have appeared in the last decade: SGD,

SGD with momentum, etc. Due to the complexity of the networks, some methods

of regularisation are developed to avoid overfitting: L1 regularisation, and the most

popular today: Dropout.

Neural networks are trained with cross-entropy loss, which is linked to the Shan-

non’s entropy. Neural networks are tuned to extract information, and once trained,
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it does it extremely efficiently thanks to architectures that are essentially matrices

multiplication. However, the training and the amount of data required are gigantic.

Applications of neural are not limited to autonomous driving nor image analysis.

However, the enthusiasm for deep learning is such that it is tried in wide range of

applications. According to Bengio et al [44], a neural network has the possibility to

learn any complex function, which makes it a very powerful tool, assuming that there

are enough resources to train it.

This type of neural networks is particularly well adapted for images thanks to the

convolutions embedded in the network. In computer vision and image processing,

convolutions have long been used to pass images through filters. A filter is usually

composed of a kernel, a matrix of a given size (3, 5 or more pixels), and is combined

to the image following this expression:

The result is a third image that shows how the original image has been affected by

the shape of the filter (determined by the kernel values). It can be used to extract

or sharpen edges, reduce or create noise, etc. It has been shown in [33] that in a

CNN, the first layers of filters learned by the network are actually similar to common

filters used in image processing, before moving on to learning more complex filters

in deeper layers. In the CNN, the output of these filters at every layer are features,

specific characteristics of the image that are extracted and then used to identify the

image content, as shown in the figure below.

In this thesis, basic CNN approaches are not used for several reasons. First, image

rendering of urban traffic scene mostly consist of several objects to be recognised,

and basic CNNs tend to give one class label per input image. Second, CNNs that are

capable of multiple classes recognition do not necessarily give information on where

in the image the objects are. Indeed, CNN are invariant to translation. This means

that, as the filters kernels are passed through the image and thereafter through the

deeper layers, the necessary features for recognition are extracted wherever they are

in the image: a cat will be recognised whether it is on the left, the right, the bottom

or the top of the image.

This renders CNNs very robust and flexible, however, the location of the feature, and

thus the object, is not directly saved. Modern object detectors with CNNs will use
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sliding windows (R-CNN and other versions of it) or anchor boxes (Yolo) to determine

the position of the objects in the image. These detectors stay within the definition of

the 2D object detection problem and are not suitable.

Since AlexNet [31] won the ImageNet Challenge [45] in 2012, Computational neural

networks (CNN) have been a strong component of object classification and detection

in Computer Vision. Although neural networks are loosely inspired from neurons in

the brain, they are mathematical tools used to approximate complex models and so,

they do not learn like humans do. They do not think. Millions of examples can be

shown to them but they will recognise what they have been given to see. Indeed,

they are easily tricked by edge cases because generalisation and conceptualisation

are not trivial. A leaf in front of a sign or an unusual orange cone are banal examples

for human drivers that can cause the neural networks to fail.

As part of the supervised learning category of machine learning techniques, they

require a training process before being used. The training consists in giving the

network labelled examples so that it learns to adapt its output to what is expected:

the given label. A network is composed of several units, also called artificial neurons,

each of them having trainable parameters called weights and biases.

The training, i.e. the learning process, will tweak and change these parameters until

the network gives the correct answer to the given examples, hence the name of

supervised learning. The training requires resources like data, computation power

and time. However, once trained, the network is more efficiently used.

The unit is based on the perceptron it takes some inputs, does a weighted sum of

them and passes it through a non-linear function called activation function. If the

input of the unit is considered important for the task, the weights will be adjusted so

that the sum activates the neuron, i.e. passes the threshold of the activation function,

and is passed to the next neuron.

The perceptron alone is not sufficient and needs to be combined with other neurons

in order to form a more complex function and be capable of solving more complicated

problems. The architecture of the networks varies depending on the task it performs.

For object detection in images, the CNN architecture proved to be efficient. The

unit still follows the principle of the above-mentioned perceptron but is adapted to fit
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image processing by replacing the weighted sum with the correlation operator.

An example of CNN architecture used for object classification is the VGG 16 [40]:

convolutional layers alternate with pooling layers to form the feature extractor, which

is then connected to fully connected layers to classify the image based on the given

features.

Another type of approach is called panoptic segmentation which consists of perform-

ing semantic segmentation and instance segmentation simultaneously. If semantic

segmentation relates to the classification of individual pixel according to pre-defined

classes, instance segmentation on the other hand, refers to the grouping of pixels

into instances. Instance segmentation can be divided in two categories for images:

the ones that creates a bounding boxes and then refine the boundaries mask (de-

rived most of the time from object detection), and the ones that “color” instances,

labeling pixels directly.

Instance segmentation is a complex task which main challenge lies in figuring out

the adequate number of the sought instances. This information can be dealt either

in 2D using visual based approaches [46] [47] [48] [49] [50] [51] [52] [53] [54] [55], or

3D using 3D point clouds based on lidar measurements [56] [57].
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2.5 Summary

The autonomous driving development was propelled by key actors in both academia

and industry, but also by specific set of challenges and established benchmarks

to push the algorithms further. This has led to many ADAS features for modern

vehicles, some that are already available and/or considered as safety standards.

Some other features are, on the contrary, still being tested.

There is an important debate over the strategy required to achieve full autonomy,

referred to as Level 5. There is not yet a approach performing remarkably better

than another, nor is there an established business model for this new technology.

Therefore, autonomous navigation is still individually shaped by each actor and the

end application.

Technologically, building a self-driving vehicle means finding a balance between sen-

sor suite, algorithms, data resources, computational time and energy usage. This

has proven to be a difficult challenge as a technology consensus has not yet been

reached.

For safe autonomous navigation in short to mid range, local planning needs a de-

tailed map and representation of the immediate surroundings of the ego-vehicle in

order to perform obstacle avoidance. It also requires the detection and localisation

of the other dynamic objects in the “3D real world” scene with respect to the ego-

vehicle.

In order to perceive the environment using visual data, there are a certain number of

tasks that are required including, but not limited to, depth estimation, object detec-

tion and recognition. These tasks consist of separate entities of research with their

respective benchmarks, established definitions and evaluations metrics. Nowadays,

these computer vision functions can be computed using techniques most entirely

based on deep learning, which are challenging to interpret with clarity.
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This chapter presents the research problem and the related contributions proposed

as a possible answer. First, the questions on which this work focuses are stated,

as well as the main objectives. Second, a description of the framework I developed

during this thesis is given. Finally, the proposed framework in its basic functional form

is tested. Evaluation metrics and the data generated in support of these preliminary

tests are outlined.

These preliminary tests act as a proof of concept. They aim to demonstrate the

viability of the implemented framework and highlight limitations and improvement

areas. The latter will be investigated in detail in Chapter 4 and Chapter 5 before

concluding with a final case study in Chapter 6 aiming to validate the framework with

the proposed improvements

3.1 Question and objectives

This work aims to derive from visual information the necessary characteristics in 3D

of dynamic objects present in the scene to provide for the navigation module. In a

self-driving car context, perception and understanding of the ego-vehicle’s immediate

surrounding is critical. Indeed, to plan its own motion, the ego-vehicle needs to

localise itself in the environment as well as the other dynamic objects and predict

their behaviour.

Indeed, in order to plan a path for itself that would be free from collision with other

agents on the road, it requires the knowledge of these agents’ locations. This is

achieved through detection and tracking of these agents allowing to anticipate for

their motion in the near future. Consequently, the essential characteristics about the

other dynamic objects that are required for a safe navigation include:

• classification

• current position, in the world coordinate frame or relative to the ego-vehicle

• heading

• velocity
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It could be argued that it is not needed to understand what an object is to avoid it;

however, knowing what it is actually greatly helps motion prediction models. Indeed,

a bus, a car, a bicycle and a pedestrian have all different behaviours, different move-

ment constraints and different capabilities that make their potential path different from

one another.

For examples, a bus takes larger curves to accommodate for their length, the heavier

the vehicle the more inertia they exhibit, pedestrians have a relatively low speed but

can show more rapid changes in direction, etc.

This deterministic behaviour is also restricted by the driving rules, downsizing the

number of possible paths other vehicles can likely take. For example, a car driving in

a lane is likely to keep driving in the lane, abiding by the speed limit. And so optionally

and if available, the motion prediction modules can benefit from high definition road

maps containing lane boundaries, speed limits and other information of interest.

The history of the objects’ states and images of the objects for visual cues such as

an activated blinker could also be used to enhance the precision of the behaviour

and motion planner.

Among the necessary characteristics though, heading and velocity can be estimated

from two, or more, consecutive position estimates. I therefore aim to identify and

estimate the current position of the other objects, focusing the problem on where
and what these objects are.

Furthermore, particular attention is given to the immediate surroundings of the ego-

vehicle. This work is limited to the field of view covered by the images in front of the

car and the primary interest are the vehicles delimiting the free space ahead of the

ego-vehicle. The reason is that for navigation purposes, these dynamic objects in

the immediate surroundings are the most important to detect correctly as they are

the ones that have the highest probability to impact the ego-vehicle path planning.

Indeed, when following a vehicle in a lane, the car just in front of the ego-vehicle is the

one that limits its speed so that vehicles do not crash. Vehicles in the traffic further

up ahead on the other hand, while nice to have to anticipate behaviour motions, are

not the priority.
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Obviously, these priorities shift depending on the driving scenario and driving task,

whether the autonomous vehicle is at an intersection, lane keeping, or overtaking. In

this thesis, the order of priority listed below is followed as a general rule:

1. the vehicle immediately in front of the ego-vehicle in the same lane

2. vehicles potentially parked on the side of the ego-vehicle’s lane, as their status

can changed from static to dynamic instantly and they can enter the lane at a

moment’s notice

3. closest vehicle on the opposite lane

Following the discussion in Chapter 2, autonomous driving has been a continuously

and fast pace evolving domain in the past few years and many techniques have

been developed recently for scene understanding. The majority of them are based

on multiple sensors, including LiDAR, cameras, ultrasonic sensors, radar providing

huge amount of data. Interpreting this data usually necessitates deep learning ap-

proaches, which require extensive computing resources. Additionally, for techniques

solely based on vision, the majority of the developed algorithms for object detection

follow a 2D problem definition as locations of detected objects are given in image

coordinates, i.e. in pixels.

The objective of this thesis is to take advantage of the camera as an affordable sen-

sor, providing very rich information content, to combine classical computer vision

techniques with unsupervised machine learning approaches. This provides an inter-

esting solution with regards to 3D reasoning for panoptic segmentation leveraging

depth information in a different manner compared to the presented approaches in

the literature. Indeed, depth information is used either like a mere lookup table or as

input to a neural network. The latter is an opaque process due to the “black box” na-

ture of neural networks, making interpretation and problem adjustment much more

complex. The goal is also to better understand the implications of using only cam-

eras in scene understanding and representation, from acquisition to surroundings

mapping.

To summarise the principal objectives of this thesis is to develop a visual based per-

ception framework for navigation purposes that satisfies the following characteristics:
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• uses visual data from cameras only,

• detects and classifies the ego-vehicle’s immediate surroundings,

• gives 3D position of other vehicles,

• utilises depth estimation differently,

• leverages other techniques than deep neural networks in order to demystify

parameter selection,

• combines and leverages existing benchmarks.

The main question addressed in this thesis is whether a framework with the above

characteristics is viable. However, the question is not just restrained to the viability

of the approach; rather I aim to highlight the new perspective associated with this

application as well as the current limitations and necessary conditions to work with

visual data only. This hypothesis is tested on vehicle detection, through experiments

in specific conditions: limited in computational resources and to a urban scenario in

clear weather conditions.

3.2 A modular pipeline

Situational awareness implies having a multi-level understanding of the ego-vehicle’s

surroundings. Mathematically, from 2D images to a 3D map, there is a space di-

mension change, that is made possible thanks to sensor calibration and projective

geometry. To interpret the scene, processing algorithms search for mainly two types

of information: content identification and geometrical structure.

Content identification aims at recognising the nature of what is encountered around

the ego-vehicle. Geometrical structure, however, relates to estimating its location

and its size. The combination of both geometrical and identification form information

at the object level. This information can then be condensed into a detailed map or a

simplified environment representation.

The order in which these types of information are extracted may vary depending on

the techniques employed. In a previous research I conducted [58], I explored the

usage of the compact stixels representation in order to detect the closest obstacles,

delimiting the free space around the ego-vehicle.

30



3.2. A MODULAR PIPELINE

Stixels represent only the first objects around the ego-vehicle with horizontally stacked

pixel sticks, as shown in Figure 3.1. They appear as a flat 2D barrier above a planar

ground with the object relative height but a fixed width.

The idea, also researched by others, was to detect obstacles based on the geo-

metrical information to then identify them and produce semantic stixels [59] [60] or

instance stixels [61].

Figure 3.1: Example of the Stixels representation from [58], based on the work
of [62] and [63]

Instead of identifying obstacles that were previously detected based on geometrical

features, the particularity of the proposed framework is to associate identification and

scene structure as complementary processes that are combined in order to obtain a

3D objects proposal. In addition, compared to other similar approaches that remain

in the 2D space, the object proposal is acquired within a 3D map.

To do so, stereo cameras are used, and a streamline process is implemented us-

ing both 3D computer vision and AI tools from deep learning to statistical methods.
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From analysing 2D images, this pipeline provides 3D localisation and profile of each

vehicle entities from a short to mid-range distance (approximately 2 m - 40 m).

The developed framework takes as input a pair of colour (RGB) images of the scene

looking forward, identifies the image content, estimates the geometry of the scene,

and combine the information to detect and extract the different objects. Finally, the

pipeline provides these objects’ locations in 3D relative to the ego-vehicle. This

pipeline is depicted in Figure 3.2 and is comprised of five steps, which are:

1. pixel-wise semantic segmentation,

2. depth estimation,

3. filtering and point cloud creation,

4. instance clustering,

5. mapping.

The framework is designed to work as a modular pipeline to leverage state of the

art techniques currently available in existing benchmarks. Indeed, steps 1 and 2 are

standard tasks in computer vision and benefit from established benchmarks [64] [65]

[66] [67] to facilitate advancement in algorithms development. However, step 5 is

heavily dependent on the cameras calibration and thus based on the used dataset’s

hardware. In the following sections, each step is described in more detail.

As a reminder, it is important to note that the simultaneous recognition and detec-

tion of objects in images is known as instance segmentation. The simultaneous

semantic segmentation and instance segmentation has recently been called panop-
tic segmentation [68]. This work therefore develops a framework for 3D panoptic

segmentation.

3.2.1 Step 1 - Classifying the content of the scene

First, the left RGB image is segmented semantically pixel by pixel, also called pixel-

wise. In other word, a meaning is given to each pixel in the image by classifying

them into one of the categories defined by autonomous driving benchmarks. The

Cityscapes dataset [65] for example, defined a series of classes and categories that

are present in images of traffic scenes: sky, building, road, vehicles, persons, etc.
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Figure 3.2: Overview of the developed pipeline.
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This pixel-wise classification can be performed with encoder-decoder network archi-

tectures. Encoders are usually comprised of a CNN for features extraction as de-

scribed in Section 2.4. As convolutions are performed, the dimensions are reduced

from the image resolution to a much smaller size for the feature maps. The decoder

thus contains deconvolutions, which allow to recover from this size reduction back to

the image resolution size and classify each pixel.

An example of the output of this step is shown in Figure 3.2 as the class image.

In Chapter 4, the semantic segmentation is studied more extensively, including the

network architecture and its training as well as the step’s influence on the pipeline.

3.2.2 Step 2 - Retrieving the sense of depth in the scene

As a class is associated to each pixel in the previous step, this step associates a

depth value, extracted from the disparity map, for each pixel in the image. The left

and right images are then processed to understand the structure of the scene and

obtain an estimate of distance from the viewpoint.

The underlying principle behind this reconstruction is stereopsis, and can be sim-

ply illustrated by the way human beings innately perceive depth thanks to binocular

vision. By looking at a specific point in the scene from both eyes, the human can

triangulate its position and estimate how far it is from the viewpoint. In order to

reproduce this depth perception, there are two prerequisites:

• The process of identifying and matching these specific points that are visible

on both left and right images is called feature matching. The position of these

features in both images slightly differ due to the difference in the cameras’ view-

points. This difference of position noticed by comparing the features’ positions

in both images is called disparity and is measured in pixels.

• Knowing the location of both eyes, or cameras, relative to each other to use

projective geometry. This is done through camera calibration.

This step’s output is the disparity map shown in Figure 3.2, where each pixel takes

its disparity value.
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3.2.3 Step 3 - Filtering and point cloud creation

Each pixel in the left image is at this stage associated with a class and a disparity

value, which eventually corresponds to a depth value. Plotting this information yields

a point cloud, similar to a LiDAR point cloud, except that it adds classification to the

distance information. Notably, the point cloud density will be obviously smaller than

LiDAR’s as this is limited to the camera spatial resolution.

In itself, the creation from visual data of a classified point cloud of the scene forward

for processing is innovative. It is a step further than RGB-D (Red Green Blue - Depth)

images, or than using disparity maps as lookup tables after the objects detection task

to retrieve distance information.

As a consequence of the two preceding steps, both the semantic and geometrical

structure of the scene are reconstructed. While it is now known where and what each

of these points are, it is not known yet which points among them form one single

entity. This step aims to find which points belong together to form one instance.

Clustering algorithms will be used to do so. These algorithms are in general relatively

sensitive to outliers in the data so invalid points need to be eliminated.

One of the complexity of the application resides in the diversity of the encountered

situations and the various nature and type of encountered elements. In this filtering

step, the complexity is reduced by addressing a single class per point cloud. Con-

sequently to the objectives elaborated in Section 3.1, the points belonging to the

vehicle class are selected to be isolated and create a vehicle point cloud. Note that

the same process would apply for the other classes of dynamic objects that need to

be segmented (persons, bicycles).

Following the segmentation step, a “class” image is obtained with the pixel colour

defining the object class. From this segmented class image, a binary mask of the

desired class is extracted by isolating the pixels whose colour intensity corresponds

to the desired object class. This mask is eroded with a square kernel of size 5. This

morphological operation serves two purposes.

The first motive is to remove outlying pixels around the segmented areas of the

desired class as boundary regions are likely to include misclassified pixels. Indeed,

single isolated pixels are likely to be noise from an erroneous segmentation rather
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than from a detected entity. The second is to mitigate the effect of poor contours in

the segmentation, as wrong contours will incorrectly include or remove points in the

resulting point cloud. This effect of the segmentation is explored further in Chapter 4.

It is also important to remember that the disparity map results from a combination of

the left and the right images. As the point of views differ, the contours of one object

slightly shift in pixel position. Thus, even with decent contours in the segmentation,

the overlap between the segmented image and the disparity map is not perfect. In

such a case, the morphological operation limits the inclusion of erroneous disparity

values that would correspond to the sides of the object rather than the object itself.

This is illustrated in Figure 3.3 by the vehicle in dark blue on the right. These inclu-

sions are limited but not prevented completely as the accuracy of the disparity maps

could be further improved, as well as the erosion brought by the morphological filter.

Figure 3.3: Effect of the filtering step on the vehicle point cloud. Not filtered
above, filtered below.
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Furthermore, the left and right image do not overlap completely, by definition of a

stereovision setup. Therefore, many points on the left of the left image will not appear

in the right image and therefore result in invalid disparity values in the disparity map.

When the segmented image of the desired class contains pixels in this area, the

points with invalid disparity values are filtered out. This is illustrated in Figure 3.3 by

the erroneous points in orange that are sparsely scattered on the left.

Note that in Figure 3.3, the point cloud is projected in the ego-vehicle coordinate

frame to ease visual interpretation. An example of this step’s output is shown in

Figure 3.2 under step 3, as an image on the right and as the created point cloud on

the left. The x axis are the columns of the image, the y axis the disparity values and

the z axis (not apparent) are the rows. Recall, the higher the disparity values, the

closest the points.

3.2.4 Step 4 - Clustering each object of the scene

At this stage, outliers in the vehicle point cloud have been removed so in this step

clustering techniques are used to identify which groups of points form single in-

stances, i.e. individual cars. In Figure 3.4, the vehicle point cloud is shown before (on

the left) and after (on the right) this instance clustering step. Each point is attributed

an instance number and coloured based on this ID.

Figure 3.4: Vehicle point cloud before (left) and after(right) instance
clustering.

Unlike the segmentation in step 1, cluster analysis falls under the category of un-

supervised machine learning and discover natural pattern and groups in the given

data. By performing clustering on a point cloud of a single class, the feature class
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is ignored to simplify the clustering problem, leaving only the features that relate to

space, i.e. the geometry of the scene.

Explicitly, the geometry features are the combination of the position in the image

(row, column) and the disparity value. The data used as a feature for a clustering

algorithm is crucial: it can influence the algorithm either positively by grouping the

points in a coherent spatial fashion or negatively by not providing the right spatial

discriminating criteria. In fact, there is an inverse proportional link between disparity

and distance, so using the 3D coordinates relative to the ego-vehicle, X , Y and Z as

features is explored in Section 5.4.1. Different types of clustering are also investi-

gated in Chapter 5.

3.2.5 Step 5 - Mapping

Once the points are clustered, camera projective geometry is used to reconstruct the

3D scene in the ego-vehicle coordinate frame from the image pixels. Each instance

of the vehicle class is therefore re-projected and directly represented by its silhouette

on the 3D map. This is more representative of the actual space occupied by the

vehicle in reality, compared to a standardised and generic 3D bounding box used in

the state of the art approaches.

It is important to note that despite the mathematical formalisation of the 3D projection

made in Section 2.3.1, the camera projection is dependent on the hardware set-up

used and its quality relies heavily on the camera calibration process. The equations

described in this section are therefore taken from the work in the Cityscapes dataset

[65], which is used in the rest of this thesis. The camera coordinate frame is defined

following ISO8855, where the X and Y axes are parallel to the ground observing

the right-hand rule with the X axis pointing forward of the ego-vehicle in the driving

direction. The Z-axis is therefore pointing up.

The calibration files of the dataset contain the intrinsic camera parameters: the focal

length in pixel ( fx, fy) and the optical centre (u0,v0). The resulting intrinsic matrix in
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coordinate frame of the camera is:

C = K ·


0 −1 0

0 0 −1

1 0 0

=


u0 − fx 0

v0 0 − fy

1 0 0

 . (3.1)

The extrinsic parameters are the pose of the camera in the vehicle coordinate frame,

consisting of the translation vector t and the rotation matrix R. The position is given by

t = [x,y,z]T and the orientation is given using yaw ψ, pitch θ and roll φ , in radians. The

rotation matrix R from the camera coordinate frame to the vehicle frame is computed

with a rotation around roll axis, pitch axis and then the yaw axis. It is expressed as

follows:

R =


cosψcosθ cosψsinθsinφ − sinψcosφ cosψsinθcosφ + sinψsinφ

sinψcosθ sinψsinθsinφ + cosψcosφ sinψsinθcosφ − cosψsinφ

−sinθ cosθsinφ cosθcosφ

 (3.2)

The distance estimated with stereovision is given in the camera coordinate frame

and noted xc. Using the intrinsic camera parameters, the baseline b between the

two cameras and the disparity d, a pixel (u,v) in the image is projected to the point

Pc = [xc,yc,zc]
T in the camera frame with the following equation:

xc =
fx ×b

d

yc =
(u0 −u)× xc

fx

zc =
(v0 − v)× xc

fy

The resulting coordinates in the ego-vehicle frame is then given using the extrinsic

camera parameters:

Pv =
[
R t

]
·

[
Pc

1

]
(3.3)
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An example of the resulting point cloud in the ego-vehicle coordinate frame is shown

in Figure 3.2 under step 5 and in Figure 3.3. Each cluster is attributed a random

colour for visualisation.

3.3 Experiment

A preliminary experiment was conducted in order to assess the behaviour of the

pipeline on real data. In this section, I present the methods used and the selection

of a dataset for traffic scenes understanding. Available evaluation metrics are also

described and discussed. Because of the innovative way this proposed work repre-

sents object targets, appropriate evaluation measures do not exist yet due to a lack

of ground truth data.

Finally, I present how I created a target data based on the ground truth provided by

the selected dataset. This target data illustrates the ideal 3D panoptic segmentation

that should be achieved and will serve as reference to compare the output of the

framework.

3.3.1 Methods

In this section, I outline the methods selected for the different steps of the framework:

semantic segmentation, disparity estimation and clustering.

Step 1. For semantic segmentation, the deep neural network SegNet [41] is used.

The network is trained on the Cityscapes dataset [65] to classify 11 classes. Seg-

Net’s architecture benefits from saving the indices of the max pooling layers, making

its decoder part more accurate in locating features. The CNN used in the encoder

part is the VGG16 [40]. More information can be found in Chapter 4.

Step 2. The disparity maps are pre-computed and provided by the Cityscapes

dataset. The method applied is Semi-Global Matching (SGM) [69] based on the

implementation of [70].

Step 3. The filtering step aims to clean the point cloud that is created with the vehicle

class. As the accuracy in depth estimation using stereovision is limited with distance,

the problem is restricted here to the first 50 m. Points beyond this distance are filtered

out.
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Step 4. The clustering step is performed with the data formatted as row, column, dis-

parity. Gaussian Mixture Model (GMM) is employed using the iterative Expectation-

Maximisation (EM) algorithm. GMM is a technique based on the data distribution and

requires as input that a co-variance matrix be specified. Considering the dynamic

nature of urban traffic, the expectation is that vehicles appear in different sizes and

shapes in the data. Consequently, it is logical to assume that clusters’ co-variances

should not be shared. Co-variances matrices are set to be diagonal.

To summarise, the composition of the pipeline for this preliminary test is the following:

1. Semantic Segmentation: SegNet

2. Disparity map: Semi-Global Matching

3. Filtering: keeping vehicle points within 50 m

4. Clustering: Gaussian Mixture Models

5. Mapping: based on the Cityscapes dataset

This test is presented in Section 3.4.2 as a case study computed on a subset of the

dataset selected in the following section.

3.3.2 Available datasets

Data is more than ever at the centre of algorithm development due to the increasing

use of supervised machine learning techniques, where AI learns from provided data.

In my previous work [58], the algorithm was tested on data that I collected myself.

However, despite existing tools to facilitate images labelling [71], the collection of

data and its labelling can be time consuming and effort demanding.

Over the years, efforts have been made to create very large datasets for image

recognition and object detection [67] [72] [73] [45]. As the performance of the al-

gorithms improves and the nature of the tasks evolves, the datasets are becoming

more specific to the applications for which they are created.

Autonomous driving is no exception, and I provide in this section a non exhaustive list

of datasets of images available for traffic scenes understanding. Some are provided

with benchmarks for different type of tasks with their corresponding metrics, which
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will be discussed in the next section. Examples of tasks related to autonomous

driving include depth estimation, optical flow, object detection and tracking, segmen-

tation, and more.

Note that there is an effort from the research community to provide some datasets

which are compatible with each other even though the nature of the data provided

can differ. The motive is to build up on previous work and expand the pool of exam-

ples for the machines to learn. Also note that some benchmarks are flexible enough

to evolve over the years as the domain progresses by adding tasks and appropriate

labels for their data.

At the time of starting this research, the most appropriate and known datasets in

visual scene understanding for autonomous driving are the following:

• Cityscapes [65]

• CamVid [74]

• KITTI [75] [64]

• Daimler Urban Segmentation [76]

• MATLAB Automated Driving Toolbox [77]

• SYNTHIA [78]

• ParallelEye [79]

For the purpose of evaluating the framework developed in this work, labels are nec-

essary for semantic segmentation, instance segmentation and available depth infor-

mation. Among them, the first two were especially produced for semantic segmen-

tation and therefore provide pixel-wise annotated images. While KITTI did not have

this labelled data originally for semantic segmentation, it was later added [80]. KITTI

has the advantage to supply LiDAR measurements, whereas CamVid does not have

depth information and the Cityscapes provides pre-computed disparity maps. Due

to its advantageously large number of images, the Cityscapes was selected for this

work.

More recently, supplementary material was released by these established datasets

and several new datasets were released by autonomous vehicles companies to con-
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tribute to the development effort. Notably, Berkeley DeepDrive published a very di-

verse dataset [81], the Cityscapes dataset released a 3D version of its data with

panoptic segmentation annotations [82], and KITTI released a semantic labelling

of its LiDAR measurements [83] [84]. Moreover, data from companies like Waymo

[85], Lyft [86] and Audi [87] also contain information for other tasks than environment

perception.

However, it is important to note that none of this later published data was available

at the time of this research.

3.3.3 Evaluation

In this section, appropriate metrics are explored in order to evaluate the accuracy of

the output of the developed framework for 3D panoptic segmentation. This section is

not meant to describe every metric in detail. Performance measures are often linked

to the label format of the data as well as the task performed. Benchmarks agree

upon standard formats and metrics for comparability.

Generally, for classification tasks, existing metrics involve a confusion matrix, from

which can be derived other related metrics to quantify different aspect of the algo-

rithm such as global accuracy, precision, recall, F-score, and Receiver Operating

Characteristic (ROC) curves.

For semantic segmentation, more appropriate metrics emerged like the Intersection

over Union (IoU) and the Boundary F-score (BF) [5]. For object detection, the ac-

cepted criterion, established by the PASCAL VOC Challenge [72], is the average

precision (AP).

As instance segmentation combines both segmentation and object detection, the

metrics commonly used are both IoU and AP. Average precision is usually given

with different variants (AP50, AP75, AP[0.5:0.95]), which vary depending on the ac-

ceptance threshold based on the IoU metric. Most metrics for object detection also

consider the confidence score, which is the probability of the detection to be a cor-

rect detection and is usually produced by the neural network. In this work, traditional

object detectors are not used and thus no confidence score is produced, which limits

the usage of traditional metrics.
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Besides, external validation metrics require a labelled version of the data in use. In

the designed pipeline, 2D image analysis is combined to obtain a 3D point cloud

and the results are in 3D space. On the contrary, all labelled data for semantic and

instance segmentation in the datasets mentioned above is designed for 2D images.

Furthermore, 3D object detection is evaluated with 3D bounding boxes, which the

developed framework does not produce either as it outputs directly the profile of

each instance. In KITTI, 3D profile information comes from LiDAR data but is not

used for evaluation. Indeed, the obtained point cloud in the framework also depends

on the segmentation performance, and thus is not always directly comparable point

by point.

As there is no corresponding and appropriate evaluation measures for the output of

the created framework, this study will give a qualitative evaluation. For comparison

purposes, the different 2D ground truths of the Cityscapes that were available at the

time of the study are merged to produce the target data: the supposedly correct

aspect of the 3D panoptic segmentation.

3.3.4 Target data

In this section, the generation of the target data for qualitative evaluation is pre-

sented. This target data is created to visualise the correct aspect of the data of the

Cityscapes once projected in 3D in the vehicle coordinate frame. To this end, I com-

bine the disparity maps with the ground truth provided by the Cityscapes dataset.

The ground truth is comprised of pixel-wise class labels, instance labels and poly-

gons labels for each instance. However, the instance labels do not specify a different

number for each instance; instead it highlights the pixels belonging to an instance

and gives its class as pixel value.

In order to produce pixel-wise instance labels with an individual instance number

instead, the polygons in JSON format are used and read with [88]. Each polygon file

contains for the corresponding image the width and height of the image in pixels and

its “objects” list. Objects are listed from back to front in the image with the object’s

class label and the list of points forming the instance’s polygon in the format [col,row].

All objects from the vehicle category are extracted: car, truck, bus, caravan, trailer,

44



3.3. EXPERIMENT

train or motorcycle. As the polygon describes the exterior border of the objects, if

there is an occluding object in the foreground, these pixels will be included in the

target data and marked as belonging to the vehicle instance even if this occluding

object is not from this category. To prevent this, the extracted polygons are then

combined with the pixel-wise semantic segmentation ground truth to remove any

points that are not from the vehicle category.

The target data at this stage is for 2D panoptic segmentation purposes: combining

semantic and instance segmentation, with an emphasis on the vehicle class to fit

the experiment. In order to have a target data that contains depth information and

is projected in 3D, the generated 2D panoptic segmentation ground truth is merged

with the disparity maps available in the Cityscapes dataset.

The resulting target data shows what an ideal output of the developed pipeline should

look like. However, the disparity maps provided are not meant to be a ground truth

and thus, they are not representing the actual distance of the vehicles in the scene.

Consequently, this target data cannot be considered an ideal ground truth and will

not be used for quantitative evaluation. However, it provides the best estimate of a

3D panoptic segmentation that can be achieved. This will be essential to support

qualitative comparison and illustration purposes, and to assume a perfect semantic

segmentation in Chapter 5.

Another consequence is that, due to imprecision in the disparity maps, the target

data suffers from similar errors as in step 3 of the framework in Section 3.2.3. Con-

sequently, an equivalent filtering is applied here, with the difference that the morpho-

logical operation is reduced as the disparity reduces and is limited by the size of the

vehicle instances.

The framework was initially tested on a subset of the Cityscapes dataset: the city Lin-

dau in particular, which includes 59 images. Finally, following the steps description in

Section 3.3.1, the target data is filtered to withdraw points beyond 50 m. Examples

of the target data are shown in Figure 3.5.
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From left to right: left image, ground truth segmentation, disparity map, vehicle point cloud, filtered vehicle point cloud.

Figure 3.5: Target data generation
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For visualisation purposes and to facilitate the comparison of the pipelines’ outputs,

all point clouds in this work are displayed the same way as the target data: in the

ego-vehicle coordinate frame. To complement the presentation of the results, for

each scenario presented, the original colour image of the left camera and the cor-

responding target data will always appear beside the evaluated point cloud. All the

results would be better appreciated when visualised on a colour display.

For the point clouds in the ego-vehicle coordinate frame, 4th and 5th columns in Fig-

ure 3.5, the axes represent the different 3D directions: forward, the sides - left/right -

and the height - up/down, denoted by [X ,Y,Z] respectively in the ISO denomination

used by the Cityscapes dataset as mentioned in Section 3.2.5.

It is important to note here that the axis forward is defined relative to the camera,

which means it is not always aligned with the road up ahead, in particular in curves.

This is why the points observed do not systematically go along the forward axis, as

seen in scenario presented on row 1 and 5. The ego-vehicle position is represented

by the larger white dot at the position [0,0,0].

It should also be noted that the colours of the clusters will not always match between

the target data and the resulting output of the pipeline for couple of reasons. Firstly

and most importantly, the colours are randomly generated. Secondly, the clusters in

the target data are ordered back to front, but the clustering algorithm in the pipeline

does not necessarily find them in that same order. Additionally, it will be shown and

explained later in this work that some algorithms do not systematically find the same

number of clusters.

3.4 Results and discussion

In the absence of an appropriate ground truth for quantitative measure on 3D data, I

present as a case study how the pipeline behaves on a subset of the Cityscapes

dataset. How this behaviour evolves dependent on the parameter and different

method used, is explored throughout the rest of this document. Before presenting

the preliminary results with the selected methods in Section 3.3.1, some observa-

tions are made about the generated target data.
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3.4.1 About the data

Although rare, some errors occurred during the target data generation, which are

detailed in this section.

Firstly, the car is counted twice because the polygon is actually defined twice in the

file. This incorrectly increases the car counter and will be problematic in Section 5.1,

where the clustering method needs to be given the exact number of vehicles to be

found in the image. The data itself is not incorrect though, so the point cloud is not

altered.

Secondly, polygons of small instances are sometimes non-existent. Possibly, they

are too small to be uniquely identified by the annotators. These instances are ei-

ther labelled “car group” or have been merged with the closest car when it is an

overlapping instance. The dataset could be altered and corrections shared with the

original authors for review, however, this issue is inevitable as the spatial resolution

of a camera is finite.

Finally, removing non-vehicle pixels from foreground objects causes issues with trans-

parent or go-through objects; a fence for example. Indeed, pixel labels cover the

entire area of the fence, not just its bars. Unfortunately, this also removes car pixels

that may be behind and sometimes whole instances.

As one can partially see through a fence, these vehicles could be detected and

recognised by the neural network. However, the IoU performance metrics will mark it

wrong as this is not the expected pixel class label. But was it wrong? A similar issue

can arise when there is a conflict in the definition of the classes. Notably, bicyclists

are defined inconsistently in different datasets.

This type of errors raises an interesting point of discussion for all the edge cases

of this type found in the real world, in particular for the semantic segmentation task.

Contrary to common beliefs, a neural network does not develop critical thinking,

reasoning ability nor common sense but rather it consists of a complex function op-

timised to recognise statistical cues from what it is shown. It learns through ex-

perience but does not extract concept definitions. Despite being given billions of

examples of what a vehicle pixel looks like, it does not know what a vehicle is per se.
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Thus, if a neural network is told that the pixel is a fence while it is not, the neural

network does not have the ability to know that this is a mistake. Instead, the neural

network will believe that this is a fence pixel and adjust its experience. Although in

practice, it is commonly accepted that the number of occurrence for errors of this

type is too small to have an impact.

There is a need for appropriate standard in the artificial intelligence domain to han-

dle dataset creation in terms of quality, exactness, unconscious biases, ethics and

others. As of now, these standards are investigated and in development.

3.4.2 Preliminary tests

In this section, the results of the preliminary test are presented and demonstrate

the viability of this pipeline. It will also help in identifying the potential benefits as

well as the current limitations and improvement areas that will be discussed in the

next Chapters. There are mainly two characteristics to observe: the aspect of the

point cloud and the division into instances. The Figure 3.6 introduces scenarios

that condense into a few examples the recurrent behaviours and patterns observed

during result analysis.

In row 1 from Figure 3.6, the obtained point cloud is the same as the target data

so the vehicle points are correctly detected and there are no outliers. Both vehicles

are also properly identified, with the profile of the one immediately in front and in the

same lane correctly mapped at 20 m. Row 1 illustrates that the pipeline can work

on an ideal scenario: two-ways traffic with few and clearly separated vehicles in the

middle of the field of view in front of the ego-vehicle.

In row 2, the result shows the pipeline has potential on a more complex scenario:

more vehicles, most of them parked on the side of a two-way street and thus oc-

cluded in the image. As the vehicles are on the extremities of the image, the point

cloud exhibits scattering on the sides. This can also be observed on the target data,

they are incorrect value disparities. The cause can either be the accuracy of the

disparity maps itself or the precision of the superposition with the semantic segmen-

tation in step 3.

Except a group of points in the foreground, the point cloud resembles the target
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From left to right: left image, target data, pipeline’s output with SegNet16 and GMM

Figure 3.6: Preliminary results of pipeline

data and five out of the six vehicles are correctly detected, identified and located.

This includes the vehicles that are considered high-priority: the vehicle in front in the

same lane and the first parked vehicle on the side of the ego-vehicle’s driving lane.
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However, the other scenarios in Figure 3.6 show discrepancies so these promising

results are not repeated and reliable. Resulting point clouds in row 3, 4 and 5 display

added small groups of points, like noise, compared to the target data. This is likely to

be a repercussion from the semantic segmentation. Indeed, points wrongly classified

as vehicle are included in the point cloud and are too significant in size to be filtered

out with the morphological operation from step 3.

This effect is particularly evident in row 6, where blobs of a relatively large size

appear in the point cloud while it should not, as observed in the corresponding target

data. Note that the scattering observed on the target data on row 6 can be similarly

interpreted as the scattering in row 2.

In row 5, despite the two vehicles being clearly separated on the left and on the right,

the clustering algorithm surprisingly divides them between top and bottom. I attempt

to clarify this behaviour in Section 5.1.

Finally, in row 3 and 4, the separation into instances manifests the same type of

response: a single vehicle in the foreground is unnecessarily divided into several

instances whereas all the vehicles in the background are grouped as one cluster.

A suspected cause is a misunderstanding of the data distribution. Either the speci-

fied co-variance matrix for GMM is not adequate, or the clustering is affected by the

variations in the features. Indeed, the variation of disparity values decreases as dis-

tance increases because distance is inversely proportional to disparity. This variation

reduction can be seen in Figure 3.4. This is further investigated in Chapter 5.

To summarise, the pipeline I developed demonstrates promising results but tends to

be irregular in performance. The version of the pipeline tested in this chapter is basic

as no parameter tuning has been explored yet. It also uses a clustering method that

will be shown later to not be the most suitable to this specific application. Thus, this

preliminary test not only demonstrates the functionality of the proposed pipeline, but

it allows the identification of limitations and especially improvements areas that will

be studied in the coming Chapters.

Errors in the resulting point cloud come in mainly three types:

• issues with the cluster colour (ID) reveal a problem with step 4 of the pipeline:
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clustering,

• issues with additional or missed points reveal a wrong detection and thus a

problem with step 1 of the pipeline: semantic segmentation,

• issues with the points location reveal a problem with step 2 of the pipeline:

disparity estimation.

The latter is not reviewed in this work but the mapping precision could be researched

in further work; notably by computing the disparity maps, or directly the depth maps,

with other techniques than SGM.

In Chapter 4, improving the point cloud aspect is addressed by studying the semantic

segmentation task and determining predominant criteria for performance. In Chap-

ter 5, the designation of instance’s ID is investigated by demonstrating the limits of

GMM for this application and changing the clustering method.

More generally, the innovative framework I developed differs greatly from current

techniques and has not been tested before. The pipeline steps away from the tradi-

tional problem definition of a 2D instance segmentation on images by incorporating

depth information to pursue the processing directly in 3D space.

It leverages the usage of both disparity maps and semantic segmentation to create a

classified 3D point cloud of objects of interest in the scene. The proposed framework

meets the characteristics listed in Section 3.1 by processing visual data with a range

of techniques not fully relying on deep convolutional neural networks but also utilising

clustering techniques on raw data to identify each of these objects.

The output of the pipeline provides a point cloud representation that fits closely the

vehicles shape. This is by nature more precise than bounding boxes as the latter only

highlight approximate areas that are larger than the actual vehicle size, and serve as

“space holder”.

Besides, the resulting point cloud of this framework is sparse, with hundreds of thou-

sands of points on average. This does not hinder the ability of the framework to give

a coherent and clear representation of the vehicles at a further distance. This is a

very interesting feature as, for comparison, a LiDAR point cloud would consist of mil-

lions of points. Although, computation time is not evaluated in this work, it is worth
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noting that this could be an advantage.

Furthermore, there is still room for optimising the pipeline in steps 1 and 2, seman-

tic segmentation and disparity map respectively, as they can be computed inde-

pendently from each other. Therefore, they can be computed in parallel for speed.

Similarly, the clustering step could be performed for other dynamic objects such as

pedestrians and bicyclists separately.
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3.5 Summary

In this chapter, the objective of this thesis was presented: developing a framework for

3D panoptic segmentation based on visual data only and leveraging unsupervised

clustering methods as well as disparity information in a different manner than in the

literature. The pipeline goes beyond approaches in the literature with well defined

object profile located in the 3D space.

The proposed framework is described as a 5 step pipeline that performs instance

clustering on a classified point cloud created from 2D image analysis. The instances’

shapes are then mapped with respect to the ego-vehicle.

This innovative framework is tested with state of the art approaches on a dataset of

urban traffic scenes appropriate for autonomous driving application. The methods of

evaluation are explained and the target data generated for qualitative comparison is

introduced.

The preliminary results manifest potential as the pipeline presents some advantages

and successfully classifies, detects and identifies vehicle instances in some of the

explored scenarios.

However, it also suffered some drawbacks, notably in the vehicle point cloud forma-

tion and in the instance clustering. Analysis of these limitations and possibilities for

improvement are explored in the next chapters.
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In the previous chapter, I presented the initial version of the developed framework

that can perform vehicle instance segmentation on a 3D point cloud from a pair

of colour images. This method differs greatly from current techniques in its way

of combining existing data and because it steps away from the traditional problem

definition of a 2D instance segmentation on images.

However, the approach suffers from several drawbacks, including that clustering

techniques are sensitive to the features given as input. In this framework, these

input features consist in the raw data of the vehicle point cloud. Therefore, the as-

pect itself of the point cloud matters significantly in the accuracy of the framework

and the correct detection of vehicle points must be ensured.

As the vehicle detection is a result of step 1 of the framework, I explore in this chapter

the influence of the pixel-wise semantic segmentation on the aspect of the vehicle

point cloud. To do so, I investigate the depth of a particular network architecture,

SegNet [41], and the complexity of the classification task. The results shows the

benefit of using deeper networks with a simpler binary classification task rather than

multiple objects classification. Findings also highlight the importance for my frame-

work of a specific evaluation metric, the boundary F-score [5], which is a novelty in

autonomous driving applications.

The chapter is divided as follows: I first describe the network model, its training and

optimisation, the datasets used and the evaluation metrics. I then present the results

on multiple objects classification, followed by the results on binary classification for a

vehicle detector. Finally, I illustrate the effects it has on the vehicle point cloud.

4.1 Network architecture

The semantic segmentation task classifies and labels images at the pixel level. This

means that for an RGB image given in input, the network outputs another image with

a class label for each pixel. It should not be confused with instance segmentation,

as semantic segmentation gives the same value to all pixels belonging to the same

class, while instance segmentation gives a unique label to each object.
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Among several architectures created for the purpose of semantic segmentation [89]

[90] [91], I selected SegNet because it was primarily developed for autonomous driv-

ing applications using an efficient convolutional encoder-decoder network. Its archi-

tecture is shown in Figure 4.1.

Figure 4.1: Architecture of SegNet

An encoder-decoder network is a symmetrical network. The encoder layers corre-

spond to feature extractors, similar to the ones found in convolutional networks used

for image recognition, as explained in Chapter 2. In SegNet, the encoder archi-

tecture adopts the thirteen convolutional and five pooling layers of the VGG16 [40].

Each “convolutional” layer is actually comprised of:

1. convolutional layer, applying a convolution over the input image or the inter-

mediate feature maps. The convolution corresponds to a filter [33], extracting

features stored in the next layer.

2. batch normalisation layer [92], normalising the inputs in order to facilitate train-

ing and stabilise the learning process by reducing the internal covariate shift

(change in the data distribution).

3. ReLU layer, which is the activation layer selecting only the features of interest

to pass onto the next layer.

The decoder layers, on the other hand, upsample the feature maps so that the final

dimensions of the network’s output match the input image size.

The particularity of SegNet resides in the use of pooling indices. Each pooling layer
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of the encoder reduces the feature maps’ dimensions by a factor of two by using a 2 x

2 sliding window and keeping only the maximum value to the next layer. The location

of this maximum value is stored by SegNet until the corresponding upsampling layer

in the decoder phase. This upsampling layer creates a sparse features map with the

feature placed at the right location and the deconvolution layers are trained to fill in

the gaps to reach a dense features map.

It is this specificity that makes SegNet particularly suitable for real-time applications

such as autonomous driving.

For my experiments, I use four variants of this architecture by changing two aspects:

• the depth of the network.

• the classification (softmax) layer.

4.1.1 Depth of network

VGG is an object classification network that comes in two versions: VGG16 and

VGG19 [40]. The characteristic difference between the two is the number of convo-

lutional layers: thirteen and sixteen respectively.

As illustrated in Figure 4.1, changing the encoder of SegNet from VGG16 to VGG19

is equivalent to adding six more layers due to the decoder mirroring the encoder ar-

chitecture. The added layers, as well as the number of added learnable parameters,

are listed in Table 4.1.

On one hand, adding more layers to a network brings more parameters to the model.

Deeper networks allow to capture and extract more complex features in images,

which has shown to improve their classification. On the other hand, the addition of

parameters also poses a greater risk of overfitting the training data. This could hinder

the ability of the network to generalise on unseen images.

In my experiments, I compare between SegNet with the VGG16 encoder and SegNet

with the VGG19 encoder in order to determine if a deeper architecture also improves

the pixel-wise semantic segmentation of images.
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Table 4.1: Architecture difference in layers and parameters numbers between
SegNet VGG16 and VGG19
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4.1.2 Classification layer

The classification layer determines the output of the network and can be changed

to accommodate for the classes present in the given classification task. Originally,

SegNet was trained on the CamVid dataset [74], which contains 11 classes. How-

ever, multiple objects classification is a more complex task and more computation-

ally heavy than binary classification. I therefore explore the original set-up with 11

classes - sky, building, pole, road, sidewalk, vegetation, signs, fence, vehicle, pedes-

trian, bicyclist - but also a specific detector for the vehicle class with the rest of the

image content marked as background.

In MATLAB, the classification layer outputs the categorical label for each image pixel

based on the probabilities of this pixel to belong to each class. These probabilities,

represented by ŷc, are computed in the preceding layer: the softmax layer, in yellow

in Figure 4.1, following Equation (4.1), where zc is the output of the last deconvolution

layer for class c.

ŷc =
exp(zc)

∑
C
i=1 exp(zi)

(4.1)

Thus, the size of the last layers of SegNet is [ImageSize, 11] for multiple objects

classification and [ImageSize, 2] for binary classification.

Once the architecture of the model is defined, the network is trained on relevant

data so that the parameters of the network - the weights and biases - take optimum

values for the task it is going to be used for. As most of the deep learning libraries

or toolboxes now, the backpropagation algorithm [93] necessary to train a neural

network is already handled in them. Thus, the classification layer here also defines

some of the training options, in particular the loss function and the class weights.

The loss function measures how well the network is performing on each example

in the data. After a forward pass, the network prediction ŷ is evaluated against the

corresponding ground truth y using Equation (4.2) for binary classification and Equa-

tion (4.3) for multiple objects classification. This is the cross-entropy loss, which

effectively maximises the probability of the correct class.
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L (ŷ,y) =−[ylog(ŷ)+(1− y)log(1− ŷ)] (4.2)

L (ŷ,y) =−
C

∑
c=1

yclog(ŷc) (4.3)

Ideally, the network should see during training a wide variety of examples with a fair

representation of each class so that each have a balanced number of observations.

Indeed, when the training data is imbalanced towards a specific class, the network

develops a bias towards this dominant class and tends to predict that class by default.

For pixel-wise semantic segmentation applied to autonomous driving, traffic scenes

often show this imbalance due to the area covered by each class in images: there

are more pixels of sky, road or buildings than of pedestrians for example.

To prevent important biases in the learning process, I apply class balancing by

adding weights to the classification layer. The weights for each class are linked

to their appearance frequency in order to mitigate this imbalance in the data, as

described in [94].

4.2 Training

As mentioned in the previous section, the objective of the training is to find the op-

timum values for the parameters of the network - weights w and biases b. The pre-

dictions ŷ of the network can be expressed mathematically with these parameters

w and b. Combining the loss L for each example in a dataset of m examples, the

error made by the network on the training data is calculated by the cost function in

Equation (4.4).

J(w,b) =
1
m

m

∑
i=1

L (ŷi,yi)+
λ

2
||w||22 (4.4)

Reducing the error made by the network becomes an optimisation problem: finding

the parameters w and b that minimise the cost function J.

The second term in Equation (4.4) is a regularisation term added to the cost function
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in order to prevent overfitting. Intuitively, by minimising the L2 norm of the weights,

some neuron units would not pass the activation function anymore. This simplifies

the network. The regularisation factor λ is set to 0.0005 in my experiments.

Note that the training process described in the following sections, unless stated oth-

erwise, is the same for all four declinations of SegNet that I compare.

4.2.1 Weights optimisation and initialisation

To minimise J, I use the gradient descent in which the weights are updated after each

training iteration by taking steps towards the negative gradient of J. The size of the

step is decided by the hyperparameter α, the learning rate, initialised to 0.001 in my

experiments.

In order to make the convergence towards the optimum faster and reduce the oscil-

lations on the way, I use the gradient descent with momentum. With momentum, the

previous gradients are taken into account in order to find the steepest path to the

minimum. The contribution of the previous step is defined by γ, which I set to the

most commonly used value in the domain: 0.9.

The weights are updated as follow, where i is the current iteration:

wi+1 = wi −α∇J(wi)+ γ(wi −wi−1) (4.5)

I also use mini-batch gradient descent rather than stochastic gradient descent as

it updates the weights more often, making the convergence faster and generally

closer to the minimum too. I set the mini-batch size to 2 because of GPU memory

constraints. The weights are thus updated after seeing two training examples instead

of after seeing the entire training set.

To initialise the parameters of the model, I use pre-trained weights. This is called

transfer learning. Taking a model already trained for classification on a larger and

more generic dataset helps in learning generic filters for images that can be adapted

to another task later. Fine-tuning the parameters to a specific applications or another

dataset requires less training and less data than training again from scratch. This is

useful when training is constrained by either data, time, or equipment.
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The encoder weights were therefore pre-trained on ImageNet [45], a very large col-

lection of images (14 millions) for object recognition. SegNet’s authors also trained

the model further on CamVid dataset for the semantic segmentation of urban scenes.

I fine-tune the training on semantic segmentation to accommodate for a larger dataset

of urban scenes and for the changes that I made on the architecture, presented in

Section 4.1.

4.2.2 Data

The models were trained on the Cityscapes dataset [65], which is a large dataset of

urban traffic scenes: more than 5,000 finely annotated images and 20,000 coarse

labelled images. I divided the finely annotated images into a training set of 3,640

images ( 52%), a validation set of 1,000 images ( 14%) and a test set of 2,310

images ( 34%).

The subsets were determined by the cities comprised in the datasets, respecting the

balanced distribution established by the authors, and using the commonly accepted

ratios for these subsets as a guideline. In order to provide more examples for the

training, I used data augmentation by translating the images in both directions and

flipping them horizontally.

The network described in Section 4.1 takes as input an image of size 360 by 480. As

the images of the Cityscapes have a higher resolution (1024 by 2048), the images

are cropped so that it fits the network while still benefiting from the image quality.

When trained for multiple objects classification, the networks were trained over the

entire training set 50 times (50 epochs). For binary classification, the models were

trained for 25 epochs.

Several hyperparameters were tried and I retained the values and model that led to

the best result on the validation set. The values are mentioned in the sections above

when appropriate. The validation set is also used to check the absence of overfitting

after training convergence.

Note that during training with validation, memory errors occurred even on an HPC

(High Performance Computing), halting the process. I reduced the number of valida-

tion examples to 250 in order to prevent another memory crash. After investigation
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in collaboration with MATLAB, I found out that the implementation did not reflect the

chosen parameter for the validation mini-batch size.

In spite of the parameter being set to the minimum possible, 2, the total number of

validation examples would be passed on instead of the number of images in the mini-

batch. Unfortunately, this issue forfeited the use of mini-batches and limited every

user by their hardware set-up. The error was therefore fixed immediately and the

correction effective in the following MATLAB release in 2019.

Both encoder variants of SegNet were tested for multiple objects classification and

then for binary classification on the Cityscapes dataset, but also on KITTI [75], and

CamVid [74]. These datasets contain fewer examples than the Cityscapes dataset,

and I used respectively 132 and 233 test examples from these datasets. Authors

of KITTI and Cityscapes collaborated in order to have matching classes’ definitions

and therefore compatible datasets. Testing on KITTI while having trained on the

Cityscapes is another way to test the ability of the network to generalise what it has

learned to unseen scenarios.

All trainings for multiple objects classification were done using an HPC with 4 GPU

NVIDIA TESLA K80 and 128GB of shared RAM. All trainings for binary classification

were done with a GPU NVIDIA Quadro K2200 4GB and 16GB RAM.

SegNet’s implementation later accepted higher resolution images as input, so seg-

mentation predictions have been reproduced at the original size of the Cityscapes

dataset (1024 by 2048) to be used in the pipeline. This was computed with a GPU

NVIDIA GeForce RTX2080 8GB and 64GB of RAM.

4.3 Metrics

In this section, I briefly describe the evaluation metrics that are used in the rest of

the chapter.

In classification task within supervised learning, the use of confusion matrices to

have a quantitative return on the algorithm performance is standard. In a confusion

matrix, for a given class, the following are defined:

• True Positives (TP), which are correct detection,
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• True Negatives (TN), which are correct rejection,

• False Positives (FP), which are false alarms,

• False Negatives (FN), which are missed detections.

The semantic segmentation task can be evaluated with the standard global accuracy,

which is the number of correctly classified pixels over the total number of pixels,

regardless of any class. However, this metric is not meaningful in segmentation,

particularly when there is imbalance like in autonomous driving datasets.

The mean accuracy is the ratios of correctly classified pixels in each class over the

total number of pixels belonging to that class, as shown in Equation (4.6), and then

averaged over all classes.

accuracy =
T P+T N

T P+T N +FP+FN
(4.6)

The mean intersection over union (IoU) is the Jaccard index averaged over all classes.

It quantifies how similar the segmentation and the ground truth are. In other words,

it is the ratio of correctly classified pixels over the number of pixels assigned that

class in the ground truth and the prediction, as in Equation (4.7). The weighted IoU

is weighted by the number of pixels in the class.

IoU =
T P

T P+FP+FN
(4.7)

The BF score, for boundary F1 measure, evaluates how similar segmentation con-

tours are to the ones of the ground truth. The harmonic mean (F1 measure) is

computed using precision and recall within a distance error tolerance of the ground

truth boundaries.

F1 = 2
Precision∗Recall
Precision+Recall

=
2T P

2T P+FP+FN
(4.8)

According to Csurka et al. [5], the IoU along with the BF score quantify a segmenta-

tion result the most appropriately.
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4.4 Multiple object classification

I present in this section the results of the pixel-wise semantic segmentation on a

multiple classes problem. Recall the chosen 11 classes for the autonomous driving

application are the following: sky, building, pole, road, sidewalk, vegetation, signs,

fence, vehicle, pedestrian, bicyclist.

I compare on this task two encoder variants of SegNet: one with VGG16 and the

other one with VGG19. Specifically, this is analysing the influence of the depth of the

encoder-decoder on the task, with 6 more layers and 10.6 millions added parameters

(an increase of 36%).

The results are first shown for the entire test sets, then by class, and finally, image by

image. As the depth of the network does not show a particular effect on the metrics

and therefore the quality of the segmentation, I analyse the training and validation.

4.4.1 Results and discussion

The evaluation of 11 classes semantic segmentation on the test sets are shown in

Table 4.2. Globally, the addition of the 6 layers reveals a small improvement (+ 1.3

percentage point (pp) on average) on the Cityscapes dataset and on KITTI for global

accuracy and mean BF score. This means that overall, the segmentation contours

are more precise and the total number of correctly classified pixels is slightly better

on these datasets.

However, the mean IoU does not show the same level of improvement, which tends

to point out that the segmentation is not necessarily and significantly improved. In

fact, the segmentation stays noisy.

In addition, the test on CamVid clearly demonstrates a deterioration of the segmen-

tation when adding more layers, regardless of the metric used.

With more parameters, the neural network can capture more complicated models

and functions, helping with the generation of appropriate features detectors. As the

network was trained on Cityscapes only, these filters adapted themselves to recog-

nise features in the images of this dataset in particular. The Cityscapes dataset and

KITTI are two compatible datasets in terms of classes’ definitions and both originate

from European roads, German ones specifically.
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Table 4.2: Comparison between SegNet with encoder VGG16 and SegNet with
encoder VGG19. Datasets metrics for 11 classes.

This can explain why adding layers, and hence parameters, manifested a positive

enhancement on these two dataset only. CamVid, on the other hand, is composed

of British streets, with classes defined differently. Most notably, while CamVid labels

pedestrian and bicyclist, Cityscapes defines person, rider and bicycle in order to

remove the ambiguity. This difference obviously bring conflicts during training and

evaluation.

The above results indicate that adding more layers increases the specificity of the

neural network and that generalisation to unseen or to a wider range of scenarios

becomes more challenging. Averaged on all datasets, the metrics decrease as well,

which confirms this interpretation.

Following the dataset metrics, results by classes for the IoU and the BF score are

in Table 4.3 and Table 4.4 respectively. Both tables demonstrate that the addition of

layers does not systematically yield a more accurate segmentation.

Consistent with the observations made above, the IoU and BF score for most of the

classes tested on CamVid are impaired with the additional layers. The only exception

for both metrics is the sign category, which can be explained by the fact that the vast

majority of signs in Europe, including the UK, follow European design norms so they

are fairly generic and unvaried. Classes in which the change of environment, from

Europe to UK, can be reflected have been particularly affected: buildings, vegetation,

sidewalks.

Considering the training was done on Cityscapes, I examine the results on Cityc-

sapes and KITTI more closely. Classes that showed consistent worsening with the
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Table 4.3: Comparison between SegNet with encoder VGG16 and SegNet with
encoder VGG19. Class IoU.
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Table 4.4: Comparison between SegNet with encoder VGG16 and SegNet with
encoder VGG19. Boundary F-score.
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addition of more layers on both IoU and BF score are: building, pole, vegetation,

pedestrian and bicyclist.

They are either classes of thin objects or classes with varied textures. On one hand,

the unimproved segmentation of thin objects can be explained by the fact that the

deeper the network, the more spatial resolution is lost through the pooling layers as

the feature maps dimensions reduce. However, the pooling indices saved by SegNet

should have mitigated this effect.

On the other hand, adding layers in the encoder, which is the feature extractor, should

have helped in capturing textures. Indeed, the first layers are equivalent to basic

filters, while the deeper layers can apprehend more complex textures.

Classes that demonstrated constant amelioration with additional layers on both KITTI

and Cityscapes for both metrics are road, pavement, vehicle. In the Cityscapes

dataset, these categories corresponds to the most represented categories in terms

of number of pixels while showing very little variation in appearance for road and

pavement. This means that during training, these classes have been observed in a

consistent manner and enough times for the additional layers to be beneficial.

Figure 4.2: Comparison of Global Accuracy performance for SegNet with
different encoders
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Figure 4.3: Comparison of mean Jaccard index performance for SegNet with
different encoders

Figure 4.4: Comparison of mean boundary F-score performance for SegNet
with different encoders
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Overall, the addition of several convolutional layers does not yield an undeniable

enhancement of the segmentation, thus I assess the results image per image. In

Figure 4.2, Figure 4.3 and Figure 4.4, the image metrics for global accuracy, IoU and

BF score respectively are shown as boxplots in order to illustrate the distribution of

the results over the test sets.

All Figure 4.2, Figure 4.3 and Figure 4.4 display a significant amount of variability.

This means that from an image to another, the quality of the segmentation is not

reliable and consistent.

Table 4.5: Number of images showing a score improvement with SegNet
VGG19

In Table 4.5, I quantify the number of images that actually showed a segmentation

improvement according to the listed metrics. Even on Cityscapes, which was used

for training, the segmentation improves for only one every two images. This suggests

that the effect of the additional layers on multiple classification is here random.

In conclusion, the incorporation of convolutional layers by using the VGG19 encoder

in SegNet on multiple classes semantic segmentation is not conclusive as there is

no significant amelioration.

A possible reason is that the current architecture and training are not adequate to

capture the increase in complexity in the network (multiple classification and added

layers) and variety of examples in a large dataset of urban landscapes.

With a rise in number of parameters in the model of 10.6 millions, the training needs

to be longer. Furthermore, adding 6 more layers might not be enough to observe

a significant change. In a further work, libraries like YelloFin [95] could be used to
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optimise the hyperparameters selection, including choosing the appropriate depth of

the network.

4.4.2 Training validation

As the above results are not unequivocal, in this section, I look into the training and

validation performance in order to determine the validity of the network’s parameters.

Recall that two versions of SegNet, VGG16 encoder and VGG19 encoder, have been

trained on Cityscapes for 50 epochs. The trainings took respectively 22h and 26h to

complete.

The accuracy and the loss for both training and validation are shown in Figure 4.5

for SegNet with the encoder VGG16 and in Figure 4.6 for SegNet with the encoder

VGG19. Both trainings converged to a solution and do not show any sign of overfit-

ting, that is to say that the validation measures stagnate and do not diverge.

However, training usually continues until the loss converges irrespective of the num-

ber of epochs, whereas I stopped all training at a specific epoch number. This means

that the training for the deeper network suffered from a regularisation technique

called early stopping. As a result, error analysis and disentangling factors of vari-

ations become difficult.

Assuming that an optimal error score is 0%, from training and validation performance

in Figure 4.5 and in Figure 4.6, the networks exhibit some training error (about 11%)

and slightly higher validation error (about 17%).

This suggests a high bias and a high variance. This means that the data is not

understood as best as it could be by the networks and that the networks could gen-

eralise more accurately to unseen examples as well. In other words, the networks

are underfitting the data.

Solutions to lower bias usually include developing a bigger network to increase its

complexity, or training longer to improve its weights so that it fits the data better.

Solutions to lower variance consist generally in using more data so that the network

see more diverse examples in training or adding regularisation techniques to prevent

overfitting.
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Figure 4.5: Training and validation performance for SegNet with encoder
VGG16 - Accuracy above, loss below.

To conclude, early stopping on training as well as inconclusive results do not allow

for a meaningful comparison between the two architectures on multiple classes se-

mantic segmentation. The effect of additional layers cannot be fully appreciated and

SegNet with VGG19 could show more potential with more training.

Considering the already significant size of SegNet with the VGG19 encoder (40 mil-

lions parameters as shown in Table 4.1) and the Cityscapes dataset containing more
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Figure 4.6: Training and validation performance for SegNet with encoder
VGG19 - Accuracy above, loss below

than 25,000 examples, training longer is the best course of action for further work on

multiple classification among the options listed above.

The assumption is made in the next section that reducing the complexity of the task

will allow both architectures to be compared, and that a deeper network will yield a

more precise segmentation.
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4.5 Binary classification - vehicle detector

In this section, I present the results of the pixel-wise semantic segmentation on a

binary classification problem. Specifically, I chose a vehicle detector, meaning that

the network will only focus on detecting pixels belonging to the vehicle class. To do

so, the classification layer is downsized from 11 possible outputs to two: vehicle and

background.

Due to the nature of the task, there is a very large background class, which renders

the interpretation of global metrics, such as global accuracy, very limited. The results

are interpreted here based on the IoU and BF score only.

Firstly, I inspect the training and validation to confirm that no underfitting or overfitting

problems occur. Secondly, I demonstrate that a deeper network (SegNet with the

VGG19 encoder) improves the segmentation quality significantly, up to +22 pp in IoU

and +32 pp in BF score.

4.5.1 Training validation

The training of SegNet with the encoder VGG16 took roughly 35.5 hours on a single

GPU, and reached a final validation loss of 0.077 and a final validation accuracy of

97.96%. The training of SegNet with the encoder VGG19 took about 42.5 hours,

reached a final validation loss of 0.078 and a final validation accuracy of 98.62%.

Both graphs are in Figure 4.7.

Training and validation errors are both much closer to the Bayes optimal error (i.e.

best possible error) with a training error close to 1% and 2% respectively for encoder

16, and below 1% and 1.4% respectively for encoder VGG19.

This shows a good balance with a low bias and a low variance in the network predic-

tions. This means the network has understood the data well enough without overfit-

ting and can generalise well to unseen images.

For the same training options as the multiple classification above and 25 epochs,

it shows a training convergence much more appropriate and adequate for results

evaluation.
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Figure 4.7: Training and validation performance for SegNet, with encoder
VGG16 (above), with encoder VGG19 (below). Accuracy in blue, loss in
orange.
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Table 4.6: Metrics results for binary classification - Vehicle detector

4.5.2 Results and discussion

The results of the vehicle semantic segmentation are shown in Table 4.6, where the

metrics marked as “class” are for the vehicle class specifically.

The addition of the 6 layers in SegNet causes a small increase in global accuracy

(+1.5 pp on average) but a remarkable increase in IoU and BF score. Indeed, the

overall boundary precision improved by 13 pp, and by 23 pp for vehicle in particular,

with up to + 32 pp on the CamVid dataset. The latter is equivalent to an astounding

enhancement of 114% with the additional layers. The vehicle IoU also increased by

a significant 12 pp overall.

This means that a deeper encoder in SegNet for a specific class detector results in

a more accurate segmentation and contour definition. As observed in the examples

in Figure 4.8, the segmentation is less noisy with fewer false detections and a more

precise delineation for the correctly detected vehicles.

77



4.
S

E
M

A
N

TIC
S

E
G

M
E

N
TATIO

N

Figure 4.8: Segmentation results for binary classification - from left to right: left colour image, semantic
ground truth, SegNet with VGG16 encoder, SegNet with VGG19 encoder.
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Table 4.7: Table Jaccard Index (IoU), for the vehicle class on binary
classification

Table 4.8: Table Boundary F-score, for the vehicle class on binary
classification

In a CNN, the dimensionality reduction leads to a loss in spatial resolution in the

feature maps as it loses boundary details in the image representation. The pooling

indices in SegNet are keeping in memory the localisation in the image of the im-

portant features used for classification. This allows to store and retain this boundary

information. Thus, there is a positive correlation between the BF score and the depth

of SegNet.

In order to generalise these findings, following the same training procedure described

in Section 4.2, I trained both architectures SegNet16 and SegNet19 on the three

datasets separately: KITTI, CamVid and Cityscapes. Due to the smaller number of

training examples in KITTI and CamVid, there are fewer training iterations for these.

I then cross-tested each model on the three datasets as well. The results are shown

in Table 4.7 for the vehicle IoU and in Table 4.8 for the vehicle BF score.

Note that regardless of the amount of training received, there is a consistent im-

provement of the IoU and the BF score for the vehicle class by adding more layers

in SegNet. However, the gain is largely more when the model is trained on a larger
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dataset: +12 pp on IoU and +23 pp on BF score rather than only half and a fifth of

that respectively.

Also note that the gain is generally more important when the network is tested on

the datasets it has not been trained on. This is very interesting and significant as this

means it is the generalisation to unseen and diverse examples that is also enhanced.

To conclude, the semantic segmentation task benefits from a deeper network with

which boundary information is retained like in SegNet. There is also a benefit in re-

ducing the complexity of the network and opting for a specific class detector rather

than multiple objects classification. Artificial Intelligence is efficient to solve well de-

fined and very specific problems. The broader the problem, the more it tends towards

true intelligence rather than relying on statistic cues and mere computational power,

which is obviously more complex to achieve.

Further work includes researching the optimum number of layers and adapting the

loss or the training stopping criteria towards the metrics that are meaningful for the

segmentation task. Indeed the cross-entropy checks accuracy pixel by pixel, so it

primarily optimises the global accuracy.

4.6 Effect on the pipeline outputs

Recall that the semantic segmentation is used in my framework to isolate the vehicle

points in the image, and then select them from the disparity maps to form the corre-

sponding vehicle point cloud. In this section, I illustrate the effects of the experiments

carried out in Section 4.4 and Section 4.5 on the point cloud formation and its aspect.

To do so, the SegNet predictions are inferred at original size (1024 by 2048), and

passed on to the pipeline described in Section 3.2 up till step 3, the point cloud

formation. The models of SegNet retained for this comparison are:

• SegNet with the encoder VGG16 on multiple objects classification, the vehicle

class is extracted after,

• SegNet with the encoder VGG19 on binary classification for a vehicle detector.
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Figure 4.9: Effects of the segmentation on the vehicle point cloud.

From left to right: the original left RGB image, the corresponding target data, vehicle point cloud created with SegNet

VGG16 on multiple objects classification, vehicle point cloud created with SegNet VGG19 for a vehicle detector.
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The resulting vehicle point clouds are shown in Figure 4.9. The vehicle point clouds’

aspect resembles more the target data point cloud when the segmentation is done

for vehicle detection with SegNet19.

Improvements in segmentation helps reduce the false detections of vehicle points,

sometimes entire wrongly detected vehicles, as shown in row 1 and 2. The gain

in BF score helps removing scattering and discontinuities in the point clouds at the

contours of vehicles, as observed in row 3 and 4.

To conclude, the semantic segmentation task needs to exhibit good performance in

IoU and BF score to obtain a more realistic vehicle point cloud. Filtering out outliers

by improving the semantic segmentation gives the best dispositions for the clustering

algorithm in the following step.

This is the first time in the domain of autonomous driving that the importance of the

BF score is highlighted. Indeed, in the literature [5], it is usually argued that boundary

precision is not necessary for this application. The reason behind this argument is

that outputs are often in the form of bounding boxes, with a large error margin applied

for safety.

In future work, other methods could be tested for semantic segmentation, leveraging

the most recent advances in benchmarks like the Cityscapes or KITTI on this task.
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4.7 Summary

In this chapter, I investigated the first step of the pipeline I developed. The objective

was to recognise information in an image, in particular classifying each pixel based

on what it represents.

To do so, I tested a convolutional neural network designed to process images for

recognition task. This network, SegNet, was developed for autonomous driving ap-

plications and trained for the semantic segmentation task.

I adapted the depth of the network by adding layers, and the complexity of the task

by initially performing multiple objects classification and then binary classification -

as a vehicle detector specifically.

My experiments demonstrated that when training with limited resources, favouring

deeper networks on a simpler task resulted in a more accurate semantic segmenta-

tion with a significant increase in the precision of the boundary F-score (+23 pp on

average).

In the context of the pipeline I developed, this enhancement in contour definition

resulted in a vehicle point cloud containing less noise and thus its aspect resembles

more that of the target data.

The choice of training the network to detect a specific class is not only supported by

the encouraging results but makes complete sense regarding the philosophy of my

proposed pipeline. Indeed, the final clustering stage can be applied to an individual

class and thus serves the purpose of this thesis.

A sub-part of the above work led to a published poster at the Defence & Security

Doctoral Symposium in 2018 (viewed by 2220, downloaded 1514) [96].

83



4. SEMANTIC SEGMENTATION

84



5. CLUSTERING

In Section 3.2, I presented a novel framework to identify and localise vehicles from

short to mid-range distance [2m - 50 m] in a point cloud representation by using clus-

tering methods on raw data. In this chapter, I explore different clustering techniques

to identify each vehicle instance within the point cloud. Specifically, I discuss the

advantages and limitations of two techniques:

• A distribution clustering method: Gaussian Mixture Models

• A density clustering method: DBSCAN.

I described in the previous chapter the role of the semantic segmentation step in

detecting the correct vehicle pixels in the image and obtaining a decent point cloud to

work with. In order to single out clustering methods considerations and provide a fair

comparison analysis, I chose to make the experiment on the target data presented in

Section 3.3.4. This will prevent inconsistency deriving from semantic segmentation

to bias the interpretation of the clustering results.

The target data combines the disparity maps of the Cityscapes dataset with the

semantic segmentation ground truth. The assumption is therefore made that the

semantic segmentation step is ideal, with a perfect IoU and BF score. The vehicle

point cloud is considered the closest possible to the reality, minding the accuracy of

the disparity maps.

Challenges faced in this clustering step involve handling different sized vehicles as

not only are encountered vehicles not alike but also distant and occluded vehicles in

images yield fewer points in the point cloud. The angle of view (from the side, back,

or front) and occlusion also modifies the shape of the vehicle.

As observed in Chapter 3, the nature of disparity maps adds on to the challenges

because the variation of the disparity reduces with distance, resulting from the van-

ishing point problem where distant objects converge to a single point. This can be

seen as a reduction of the resolution in distance estimation. Disparity maps com-

puted from stereovision are also not immune to errors, notably due to reflective or

transparent surfaces.
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These challenges affect the data given to this clustering step and therefore render

the identification of patterns, and thus vehicle instances, more difficult.

Although supervised clustering can be used to improve performance when labels

are available, clustering is traditionally unsupervised learning so the aforementioned

methods are unsupervised. Many of these techniques are based on a distance func-

tion or a similarity function in order to estimate how different pairs of examples in the

data are. This means that the complexity of the algorithm, and thus its run-time, is

proportional to the square of the number of points n, O(n2). Therefore, they rarely

scale efficiently to millions of points and examples, as it is the case in autonomous

driving datasets.

This is why clustering on raw data is not often seen in this application, even though

DBSCAN has been used on LiDAR point clouds before [97]. Also, embeddings - i.e.

representations - of the data are usually learned with neural networks to reduce the

number of input features before applying a clustering algorithm [56].

As mentioned in Chapter 3, this work differs by creating a sparse point cloud from

visual data, thus containing fewer points, and by not learning intermediate represen-

tations.

In this chapter, GMM and DBSCAN methods as well as the process for their parame-

ter selection are described. The study and comparison of both methods demonstrate

that GMM is, by design, not appropriate for this application, even though this is a very

common method for clustering problems. Indeed, global co-variance matrices can-

not fully encompass the diversity of the data features encountered in the scenarios.

On the contrary, DBSCAN presents suitable characteristics including noise identifi-

cation. Furthermore, DBSCAN does not require to be given the number of clusters to

find. This is particularly desirable here because the number of dynamic objects sur-

rounding an autonomous vehicle varies and cannot be anticipated beforehand nor

specified as a global parameter. Note that to my knowledge this is the first time that

DBSCAN is applied to 3D environment representation data generated from visual

information.
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5.1 Distribution clustering

Distribution clustering identifies patterns in the data based on probabilities and how

likely points are to belong to the same distribution. Recall from the pipeline overview

in Figure 3.2 that the vehicle point cloud displays shapes that are not circular be-

cause only the sides, the front or the back of the vehicle are visible in an image.

For this reason, a distribution clustering is well suited because the variance of the

clusters can be adapted to fit an ellipsoidal shape rather than a circle. Among the

most common approaches, Gaussian Mixture Model (GMM) works with Normal dis-

tributions.

Also, its complexity is C ∗O(n), with C the number of clusters to be found, which

makes GMM particularly attractive and practical for a point cloud of n points. In the

following sections, I describe the method and justify the choice of co-variance matrix.

5.1.1 Gaussian mixture model

The principle of Gaussian Mixture Model is to fit a mix of Normal distributions to the

data by maximising the probability that the sample points belong to the estimated

Gaussians. Like many partitioning clustering algorithms, GMM requires to be given

as input the number of clusters C to be found in the scene.

The probability that the ith sample zi is from the distribution k, k ∈ [1 : C], is expressed

by πk in Equation (5.1) where µ and Σ are the mean and variance of the Normal

distributions.

πk = p(zi = k|µ,Σ) (5.1)

The likelihood of observing a data point given that it came from the Gaussian k is:

N (xi|µk,Σk) = p(xi|zi = k,µk,Σk). (5.2)

Combining both equations, the likelihood of observing the ith sample taking into ac-

count all the distributions is the sum of all the likelihoods of observing the sample

given it came from each possible Gaussian. This is expressed in Equation (5.3) for

the ith sample, and in Equation (5.4) for all N samples in the data.
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p(xi|µ,Σ) =
C

∑
k=1

p(xi|zi = k,µ,Σ)p(zi = k|µ,Σ) (5.3)

p(x|µ,Σ) =
N

∏
i=1

C

∑
i=1

N (xi|µk,Σk)πk (5.4)

The paradox is that the parameters of each Gaussian distribution, the mean µ and

the variance Σ, need to be known to cluster the data, but it is also necessary to know

which samples belong to which distribution to estimate these parameters.

To do so, the iterative Expectation-Maximization (EM) algorithm is used, which initi-

ate a partition of the data and optimise it until convergence by maximising the poste-

rior probability that a data point belongs to its assigned cluster.

1. Initialise with random Gaussian parameters µ and Σ.

2. Repeat till convergence:

• Expectation: compute the posterior probability p(zi = k|xi,µk,Σk),

which is the probability that it came from the distribution k after being

assigned to it.

• Maximization: maximising the likelihood that each sample came

from the distribution, max(p(x|µ,Σ)).

By maximising the likelihood that each sample came from the distribution, the pa-

rameter of the Gaussians µ and Σ are updated to fit points assigned to them, which

changes the aspect of the distributions. The EM iteration process can be seen as

repeating an estimation of how confident the membership assignments are and then

increasing the assignment confidence.

In my experiments, the initial conditions for the distributions parameters are random,

and the maximum number of iterations for EM is set to 1,000. The number of clusters

C that are expected to be found are provided by the target data. As GMM is here

applied on a 3 dimensional point cloud, the Gaussian distributions are multivariate.

As a consequence, different options are available for the co-variance matrix given in

input to describe the variance within the data.
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5.1.2 Co-variance options

In this section, the possible options for the co-variance matrices are explored. Co-

variance measures the joint variability of two or more variables: in a multivariate

Gaussian distribution, the variables can co-vary so the variances of each variables

alone do not fully describe the distribution.

In statistics, co-variance is the mean value of the product of the deviations of the

variables from their respective expected value, as expressed in Equation (5.5), where

X are the variables. Equation (5.6), gives the variance of a single variable x.

cov[Xi,X j] = E[(Xi −E[Xi])(X j −E[X j])]. (5.5)

Σ(x) = E[(x−E[x])(x−E[x])] =
1

N −1

N

∑
i=1

(xi −µ)2 = σ
2(x). (5.6)

The type of co-variance matrix specified for GMM changes the distributions GMM fits

on the data. The possible settings for the co-variance matrix are: either diagonal or

full, and whether all clusters should share the same co-variance matrix or not. This

setting therefore affect the shape and the size of the distributions searched for by

GMM as it changes the matrix initialisation and constrains the maximization step in

EM.

Geometrically, the co-variance matrix determines the shape and orientation of the

distribution ellipsoid over the cluster, which is illustrated in Figure 5.1. A diagonal

co-variance matrix contains only the variances of each parameter, which signifies

the variables do not co-vary and are linearly uncorrelated; the distribution spread is

aligned with the axis of the feature space. On the contrary, a full co-variance matrix

means the variables co-vary and are somehow correlated, with the sign indicating

the correlation; for example, as x decreases, y increases.

A shared co-variance would be assuming that all the clusters, i.e. vehicles, have the

same variance in rows, columns and disparities. Thus, vehicles would all appear the

same way and with the same size.

In order not to assume a particular behaviour on the target data for 3D panoptic
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Figure 5.1: Geometrical interpretation of the co-variance matrix: diagonal
(left) and full (right). Reproduced from [98]

segmentation based on visual data, all co-variances possibilities are tested in the

experiment:

• Diagonal and shared co-variance (DS),

• Diagonal and not shared co-variance (DNS),

• Full and shared co-variance (FS),

• Full and not shared co-variance (FNS).

The results are presented in Section 5.3, along with the comparison with DBSCAN,

which is described in the following section.

5.2 Density clustering

In density-based clustering methods, also called spatial clustering, clusters are

recognised as areas with high density of points separated by areas with lower den-

sity. These areas with lower density can either be noise or outside the cluster. De-

tecting such clusters is therefore entirely based on and assuming density variations

within the data.

This assumption is particularly well suited to the sparse nature of the point cloud
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from the vehicle class, created within my framework. Indeed, in a driving scenario,

unless vehicles have crashed into each other, entities are naturally separated and

thus satisfy this assumption. This is the main reason why working with 3D classified

point cloud especially for dynamic objects is much more advantageous than staying

in a 2D image plan domain that do not encompasses occlusion problems.

In the next sections, I describe the approach and parameters selection for DBSCAN.

5.2.1 Density-based spatial clustering of application with noise

The notion of density is formally defined for the first time by DBSCAN [99]. In order

to identify a cluster, DBSCAN uses connectivity between each point. If for a point, its

neighbourhood of a given radius contains a minimum number of other points, then

the density exceeds the required threshold for the point to be considered part of a

cluster.

The author of DBSCAN formalises the definition of the neighbourhood of a point p,

noted Nε(p) by Equation (5.7), where q are the points from the database D that are

at a distance, as computed by the function dist, smaller than the given radius ε.

Nε(p) = {q ∈ D|dist(p,q)≤ ε} (5.7)

With DBSCAN approach, a cluster is defined by the highly dense points inside of the

cluster, called the core points, and the points on the border. As the ε-neighbourhood

of border points is less dense than those of core points, naively following the sole

definition above would require to set the minimum number of points too low in order

to encompass all the points belonging to the cluster.

In order to retain a meaningful parameter setup, the notions of directly density-

reachable, density-reachable, and density-connected are introduced in [99].

Directly density-reachable means that “for every point p in a cluster C, there is a point

q in C so that p is inside of the ε-neighbourhood of q and Nε(q) contains at least” the

minimum number of points. The effect is to include the border points, by being close

to a core point, i.e. directly density-reachable from the core point.

Following these notions, a cluster is defined as a set of points that are connected to
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each other, including and maximised by all density-reachable points; while noise is

the rest of the points. More formally, as per [99]:

“

A cluster C wrt. ε and MinPts is a non-empty subset of D, [the database of

points], satisfying the following conditions:

1. ∀p,q: if p ∈ C and q is density-reachable from p wrt. ε and MinPts, then

q ∈C. (Maximality)

2. ∀p,q ∈C: p is density-connected to q wrt. ε and MinPts. (Connectivity)

Let C1, ...,Ck be the clusters of the database D wrt. parameters εi and MinPtsi,

i = 1, ...,k. Then we define the noise as the set of points in the database D not

belonging to any cluster Ci, i.e. noise = {p ∈ D|∀i : p /∈Ci}

”

The parameters ε and MinPts are global parameters and can be set with a heuristic

to the least dense cluster in the database that would not be considered as noise.

In the current autonomous driving application based on visual data, the least dense

cluster is the foreground object. The selection of ε and MinPts are outlined in the

next section.

The algorithm is a two-step approach: firstly, pick a random point p, then find all the

density reachable points wrt. ε and MinPts. If p is a core point, a cluster is created.

If p belongs to the border or is noise, then the density around p is low. Thus, there

will not be enough points in the ε-neighbourhood, meaning that no other point is

density-reachable from p. DBSCAN will thus pick another random point.

5.2.2 Parameter selection

Minimum number of points

The choice of MinPts relies on domain knowledge. In this work, each point in the

data initially corresponds to a pixel of the image. The question is therefore: which

is the minimum number of pixels required to form a cluster? More specifically in the
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case study: how many pixels are required to form a vehicle?

According to the author, MinPts must be strictly larger than the number of dimension

of the feature space. As DBSCAN is applied onto 3D points, with no other features,

that minimum here would be four. However, so few pixels represent either a largely

occluded vehicle or, a very distant vehicle. In both cases, these are rare occurrences

so it does not provide a realistic value of the actual minimum encountered.

More importantly, perspective makes the minimum vary across the data while DB-

SCAN assumes similarly dense groups. As the accuracy of the depth estimated by

stereovision drops in the background, only the first 50 m are used.

By following the projective geometry principles introduced in Chapter 2, a range for

the minimum number of vehicle pixels can be estimated for an average car size

between 1.7 m and 2 m wide. It is likely to appear the smallest at 50 m, which cor-

responds to a width of 77 to 91 pixels on the image. This magnitude is corroborated

by parameter examples for the same application but with LiDAR data. Empirically, I

adjust MinPts to 80.

Neighbourhood radius

Once MinPts is set, the size and the shape of the neighbourhood around the point

in which to search for that minimum number of points can be estimated. The shape

of the neighbourhood can be changed by modifying the distance function used to

compute the point to point distance. The Euclidean distance is used, so the neigh-

bourhood search area is a sphere.

A common method to determine the value of the radius, ε, is to compute a k-distance

graph. For each point in the data, the distance to the k nearest points is computed

and then sorted by magnitude.

The resulting graph generally forms an arm with two distinct parts, as shown in Fig-

ure 5.2. The left part, relatively flat or with a slow increase, are points that have

similar distance to each other and can be thus considered as a dense group, i.e a

cluster. At the right end of the graph, the curve exhibits a significant increase and

diverges. The distance to these points is significantly larger than for the rest of the

points and therefore they are unlikely to be part of the cluster.
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The goal is to determine the distance value at the elbow of that arm as it corresponds

to the distance threshold from which points stop belonging to the group. Because

the value of k is taken to be the parameter MinPts, the distance threshold found is a

good estimation of the radius ε for the minimum number of points considered.

Figure 5.2: Epsilon selection on a k-distance graph.

It is interesting to note here that this “elbow” is not necessarily a sharp corner, but

resembles more a curve. This means that the selection of ε can be more or less

conservative depending on where on this curve the threshold is selected. Eventually,

this affects the delimitation of the border points of the clusters and, thus the noise

points identified by DBSCAN.

When a single estimation is sufficient, ε can be manually selected. However, in the

event of large datasets, repeatedly selecting epsilon manually is firstly, impractical

and time-consuming, and secondly, it can introduce variability.

In this work, this process must be automated as an estimation is necessary for each

image. Estimating the radius ε automatically is the topic of much research [97] [100]

[101]. I use a simple geometric approach to solve this problem, as shown in Fig-

ure 5.3, inspired from MATLAB.
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Figure 5.3: Automation of ε selection.

It considers the line created by both extremities of the k-distance graph (in grey) and

find the point the furthest away from it (red circle). The distance of a point (x0,y0) from

the line defined by two points P1(x1,y1) and P2(x2,y2) is expressed in Equation (5.9).

The distance value, i.e y0, for the point maximising the distance from the line is

selected as ε. In the example given in the Figures, ε is 0.55.

ε = argmax
y

(d(P1,P2,(x,y))) (5.8)

d(P1,P2,(x0,y0)) =
|(y2 − y1)x0 − (x2 − x1)y0 + x2y1 − y2x1|√

(y2 − y1)2 +(x2 − x1)2
. (5.9)

Note that MATLAB has two implementations of DBSCAN algorithm: one in the Phase

Array System Toolbox and a different one in the Statistics and Machine Learning

Toolbox. The former one contains more options such as the automatic selection of ε

and handling density variations, while the latter, surprisingly, does not.

Unfortunately, the latter is optimised to handle large amount of data, while the im-
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plementation developed for radar data is not. As a result, MATLAB source code

constantly generates memory errors when computing the k-distance graph for ε se-

lection. Its upper limit, dependent on the 16GB of RAM used in this work, is around

40,000 points, which equates to a region of interest of 200 by 200 pixels in the image.

For information, considering my dataset and cameras, a van at a distance of 20 m

can produce a region of interest of 340 by 320 pixels; it is only one vehicle but it is

already too much data to process.

Thus, as MATLAB implementation for an automatic ε selection does not suit my data,

I re-implemented it with the Statistics and Machine Learning Toolbox. The pipeline

can now handle hundreds thousands of points. Also, implementing this automatic

selection reduced the computation time by half compared to manual selection: from

1h and 1h30 to 30 and 40 minutes respectively for two experiments made on the 59

images recorded in Lindau.

5.3 Results and discussion

In this section, I compare GMM and DBSCAN for vehicle instance clustering on

a 3D point cloud created from visual data. I demonstrate that GMM is limited by

its parameter settings that are on a case by case basis and therefore cannot be

generalised to all the scenarios encountered in an autonomous driving application.

In contrast, DBSCAN is more flexible.

In Section 5.1.2, four co-variance options were described for GMM, and their effect

on the clustering of the point cloud is shown in Figure 5.4 and Figure 5.5. The top

rows show the distributions fit with diagonal matrices, while in the bottom row the co-

variance matrices are full; the left column uses shared co-variance matrices while

the right column show distributions without shared co-variances.

In Figure 5.4, there are two vehicles, both seen from the back with one vehicle ap-

pearing smaller because it is more distant. Among all the co-variance options, the

best fit observed for this scenario is obtained with a diagonal co-variance which is

not shared between the two clusters.

Indeed, as the vehicles do not have the same size, and are not at the same distance,

their variance in rows and columns differ; thus, each vehicle needs a different co-
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Figure 5.4: co-variances options. Scenario 8.

Figure 5.5: co-variances options. Scenario 27.
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variance matrix. Additionally, the spread of the points is fairly even along rows and

columns and do not vary in disparity. This is because only the back of the vehicle is

seen, perpendicular from the camera’s point of view. This explains why a diagonal is

sufficient to capture the distribution of the vehicle.

In Figure 5.5 however, the situation is not as straightforward with more vehicles.

With diagonal or full matrices that are not shared between clusters, the distributions

fit found by GMM are somehow incoherent spatially. These two scenarios suggest

that the co-variance matrix option cannot be set as a global parameter, as the best

fits for both scenarios are not obtained with the same co-variance option.

For the rest of the section, the co-variance matrix was set to a diagonal and not

shared option. Not all vehicles are at the same location, they are different in sizes and

in shapes. In the point clouds, one can observe that the vehicles appear relatively

“flat”, so there is not a lot of variation in disparity values and variables do not appear

correlated. For this reason, the co-variance matrix was set to diagonal.

The comparison between GMM and DBSCAN is shown on a selection of examples

in Figure 5.6, where GMM and DBSCAN perform similarly, and in Figure 5.7, where

DBSCAN outperforms GMM thanks to its flexibility.

In Figure 5.6, row 1 and 2 are relatively simple scenarios with only one and two

vehicles respectively. GMM identifies the instances correctly in both; however, when

there is one vehicle, GMM simply estimates the variance of the whole point cloud.

Also note that DBSCAN identifies noise in the surroundings of the instances which

results in more coherently sized-vehicles.

In row 3 of Figure 5.6, GMM separates the two vehicles correctly. Recall from Sec-

tion 3.4.2 that the same example led to clusters being divided top/bottom instead of

left/right. The EM algorithm is sensitive to initial conditions and it is likely to have

played a role in this case. On the other hand, while DBSCAN detects both instances

as well, it also identifies three false detection due to the scattering in the point cloud.

In row 4, the scenario is relatively complex with five vehicles parked on the left among

which the fifth and furthest vehicle is barely visible. DBSCAN performs notably well

on this case, identifying that last vehicle and surrounding noise too. Conversely,

while GMM detects four of the vehicles, the last one is not detected.
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From left to right: left image, target point cloud, clusters by GMM, clusters by DBSCAN.

Figure 5.6: Comparison of GMM and DBSCAN on the target data. scenarios 24, 9, 45 and 29
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As a reminder, it is important to note that GMM is given the initial number of clusters

to look for. Consequently, in this particular example, it does not adapt and instead, it

forces the algorithm to divide another correctly detected vehicle into two instances.

In Figure 5.7, the examples demonstrate the limitations of a distribution clustering

technique for a spatial application. Results clearly show that DBSCAN is more suited

to this application and thus outperforms GMM.

In row 1, 2 and 3, GMM exhibits the same behaviour by grouping the background

vehicles as one instance but dividing one foreground vehicle into several clusters.

It is important to remember that the resolution in disparity significantly reduces with

distance, so the variance in disparity for distant vehicles is very small even if they

are separated. Despite the co-variance matrices not being shared between clusters,

GMM fails to recognise too distinct distributions. On the contrary, DBSCAN identifies

more vehicles and noise, while GMM stays sensitive to outliers.

In row 4, the scenario is comprised of a truck on the opposite lane and three other

vehicles. GMM fails to identify any one of them correctly for two reasons, one being

the same as for the other examples. More importantly, the second reason is that the

co-variance matrix cannot encompass the distribution of this truck.

Indeed, regardless of the co-variance matrix option on this example, the front and

the side of the truck are constantly separated and never grouped as one vehicle.

As shown in Figure 5.4, the front, or the back, of a vehicle display a relatively low

variance in disparity when they are parallel to the image plane; this is particularly

well captured by a diagonal co-variance matrix.

However, the side of the truck is affected by perspective, and in this case, there is

some co-variance between the disparity values and the pixel locations. Therefore,

not only the co-variance is image-dependent, but it is also vehicle-dependent, and it

cannot fully describe the shapes of large vehicles. As a consequence, and adding

that GMM cannot estimate the number of cluster automatically, GMM cannot scale

well to the diversity of the scenarios encountered in autonomous driving.
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From left to right: left image, target point cloud, clusters by GMM, clusters by DBSCAN.

Figure 5.7: Comparison of GMM and DBSCAN on the target data. scenarios 27, 16, 1 and 2
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On the contrary, in row 4, DBSCAN correctly identifies the truck and the vehicle in

front of the ego-vehicle. It fails though to separate the two vehicles in the background,

and the scattering in the point cloud coming from inaccuracies in the depth estimation

leads to multiple false detection.

It is worth noting that several additional actions could be followed to tune the GMM’s

behaviour on this type of point cloud for 3D panoptic segmentation and improve its

performance. These actions include changing the initial conditions from random to a

pre-estimation of the clusters, with either k-means or another technique.

Also, in this case, the features would benefit from a zero-mean normalisation and

from using information criterion measures to adjust the number of cluster when nec-

essary. However, these actions may not be straightforward to implement and would

not ease generalisation of the approach.

However, DBSCAN shows more potential on spatial point clouds as it copes with

several of the limitations experienced by GMM; it identifies outliers as noise, discov-

ers clusters with arbitrary shapes (not necessarily ellipsoids), handles more complex

examples with more vehicles, determines the number of clusters automatically and

thus requires minimum domain knowledge to set its parameters.

As DBSCAN is based on density variations though, it is also affected by distant ob-

jects due to the disparity resolution decrease. The issue in using a global parameter

setting for ε is that DBSCAN can merge two clusters into one if two clusters are too

“close” to each other, separated by less than ε. These clusters could be of differ-

ent densities, but if they are both denser than the threshold defined by the global

parameter then they will be merged, irrespective of a density variation within the

cluster. This is illustrated in Figure 5.7, row 1, 2 and 4, and addressed further in

Section 5.4.1.

That being said, in a navigation context it is worth mentioning that this issue is not

critical as the most important objects to be detected are the ones in the immediate

surrounding of the ego-vehicle. These are well detected and clustered using DB-

SCAN. Distant objects will eventually, either disappear or come closer, which would

be resolved as DBSCAN deals pretty well with close by objects.
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5.4 Going further with DBSCAN

5.4.1 Feature space: RCD vs XYZ

In this section, I explore the features space in which the clustering is performed.

Following the description of my pipeline in Section 3.2, I defined the features space

as the dimensions in which the point cloud is projected before performing the step

4, clustering. For example, in its original version as presented in Section 3.2, these

dimensions are Rows, Columns, and Disparity values, abbreviated as RCD features

space.

Theoretically though, the step 5, mapping, can either happen before or after the

clustering. This imply that the clustering step could actually be executed after map-

ping on the XYZ features space, which is the ego-vehicle coordinates frame. This is

actually done in the literature when the point cloud is captured from LiDAR.

As clustering techniques are usually sensitive to the input features, I tested the two

alternatives with DBSCAN:

• Step 1, 2, 3, then clustering (4) on RCD space followed by mapping (5).

• Step 1, 2, 3, then mapping (5), followed by clustering (4) on XYZ space.

Contrary to a LiDAR point cloud that is formed from direct measurements, gener-

ating a point cloud from visual data derives from indirect measures of depth that

implies some levels of image interpretation through feature detection, matching and

estimating a disparity map.

Furthermore, beyond a certain distance, the disparity resolution is too small. This

means that for a fixed distance interval, the disparity variation reduces with distance.

This can be seen in Figure 5.8, middle left image, where one car spans over 1000

disparity values in the foreground, whereas a similar sized-car in the background

spans over 500.

As a consequence of this disparity inaccuracy, and because the distance is inversely

proportional to the disparity, the scattering once projected in real world coordinates

will become spatially inconsistent and will stretch toward infinity as the distance in-

creases.
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Hence, unlike LiDAR data which is relatively uniform in accuracy, point cloud from

visual data suffer from two issues: firstly, variation in resolution and secondly, inac-

curacy increases with distance.

Top left: Left image. Top right: Target point cloud. Middle left: points in RCD
features space. Middle right: points in XYZ feature space. Bottom left: Clusters by
DBSCAN run on RCD feature space. Bottom right: Clusters by DBSCAN run on

XYZ feature space.

Figure 5.8: Feature space comparison.

As a result, the behaviour of DBSCAN is dependent on which feature space it is

performed. This is because DBSCAN is sensitive to variations as its neighbourhood

radius ε is set as a constant through the point cloud.
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Two things can happen, both illustrated in the bottom row of Figure 5.8:

• when executed on RCD space, the reduction of the disparity resolution can

lead to two clusters being too close to each other and appear connected. DB-

SCAN will therefore group the two together and not recognise that they are two

separate entities, like the dark blue vehicles in the left point cloud.

• when executed on XYZ space, the scattering in the background lead to points

further apart than they should be. DBSCAN will thus not consider them con-

nected and one vehicle can be divided in several clusters, like the back vehicle

divided in 3 clusters in the right point cloud.

For both occurrences, further work includes the usage of OPTICS [102]. OPTICS

is an upgrade on DBSCAN that can identify the internal structure of the data and

overcome the setting of global parameters. Therefore, the neighbour radius ε could

potentially adapt itself to discover the clusters appropriately. The MATLAB implemen-

tation I attempted suffered from memory management issues and could not handle

the numerous points of this autonomous driving application.

5.4.2 Epsilon is linked to the disparity

While OPTICS could assist with the setting of the neighbourhood radius ε, it does

not define the concept of noise as well as DBSCAN. Moreover, in the current con-

text where the point cloud is created based on the projection from an image, the

neighbourhood radius ε can be linked to the camera set-up.

I describe in this section how to link ε with disparity. I then verify numerically the

values of the neighbourhood radius ε.

In the previous section, I defined two features space:

• RCD, the point cloud in the image coordinate frame, before the projective ge-

ometry,

• XYZ, the point cloud in the ego-vehicle coordinate frame, after the projective

geometry.

The first shows a more compact and dense point cloud in the background despite

presenting several distinct vehicles. The basic principle on which DBSCAN operates
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is to identify densely grouped points separated by more sparse areas. This explains

the failure for DBSCAN in RDC features space to successfully cluster vehicles that

are close to each other in the back.

On the contrary, in the XYZ features space, the scattering in the background de-

creases the connectivity between the points, despite them belonging to the same

entity. This suggests the need for an increased value of ε to find the required mini-

mum number of points to form a cluster in a larger area.

This means that the neighbourhood radius is here directly dependent on the pro-

jective geometry and the spatial resolution of the camera. Thus, the necessary val-

ues for ε could be derived theoretically from the parameters of the cameras and

stereovision set-up. The spatial resolution gives a point-to-point distance, indirectly

estimating the density of the area.

In other words, say a minimum of 10 points is required to form a cluster, this is

equivalent to requiring a minimum of 10 pixels in the image. Knowing the cameras

parameters, and given a distance, the width covered by these 10 pixels can be cal-

culated and would correspond to a rough estimation of twice ε.

Considering one camera’s projective geometry, shown in Chapter 2, as the light rays

gather through the pinhole, the further away one looks, the larger the width captured

on one pixel. This can explain the scattering that is continuously observed on projec-

tions from disparity maps. This spatial resolution, the horizontal width per pixel wpp,

is expressed mathematically depending on the baseline b of the stereovision set-up

and the disparity d in Equation (5.10).

wpp =
b
d

(5.10)

Two limitations can be observed from Equation (5.10):

• when d = 0, which is infinity, the spatial resolution can not be computed. This

is normal and wpp tends towards infinity too.

• when d = 1, which are far away points, the estimation of the spatial resolution

is limited by the stereovision set-up.

106



5.4. GOING FURTHER WITH DBSCAN

As illustrated in Figure 5.9, the width per pixel increases with distance. It changes

the gap between the point in the vehicle point clouds, i.e. the density, and thus the

search radius ε for neighbour points. For example, if the minimum number of points

to form a cluster is 9, then ε could be estimated by 3
2wpp =

3
2

b
d .

Figure 5.9: Visual interpretation of width per pixel, increasing with distance R.

In my experiments, MinPts is set to 80, and in the Cityscapes, cameras were dis-

tanced by an “automotive-grade 22cm baseline” [65]. Following the above reason-

ing, simplifying the neighbourhood sphere to a one dimensional problem (horizontal

width), I estimate ε at 0.29 m for a distance of 50 m.

Values of ε were saved when running DBSCAN on the XYZ features space in Sec-

tion 5.4.1. Remember that in the target data, the distance is limited to 50 m. The

majority of the global values ranged from 0.1 m to 0.7 m, with the mean and median

at 0.31 m, the 25th percentile at 0.2 m and the 75th percentile at 0.4 m.

Values of ε were also saved in the next chapter when DBSCAN is run as part of the

pipeline designed in Section 3.2. The selected values are displayed in Figure 5.10

depending on the number of points encountered in the point cloud. The order of

magnitude is the same as on the target data, with values approaching 0.4 m and 0.5

m on average.

As they are global values in the current experiments, this numerical comparison only

allows to conclude that this is the same order of magnitude, confirming the potential

of using this link for parameter setting. However, directly using equation (5.10) to set-

up the ε parameter for it to adapt to the density variation of the point cloud remains

to be tested. Note that MinPts should also adapt to the disparity to account for
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perspective.

Figure 5.10: Values selected for ε in XYZ space.

It is important to observe couple of things here in the context of self-driving cars.

The parameter ε has been linked to tangible hardware set-up. It is likely that a

similar reasoning could be applied to LiDAR data by introducing the speed rotation

and angle steps of the laser beam.

Both this assumption and what I presented need further investigation and extensive

testing. However, to my knowledge, it is the first time a link of this nature is estab-

lished. Indeed, in order to use DBSCAN, the selection of the parameters is usually

automated and thus they are not set analytically [97] [100] [101].

This is important because self-driving cars need to be reliable, dependable, but also

explainable. The technology has a goal to be safer than human drivers, but in case of

a failure the technology needs to offer ways to trace and identify issues. Demystifying

parameters selection is a step in that direction.

This association between software parameters and hardware parameters would not

be that straightforward with the embeddings learned by neural networks in between

like in most current techniques.
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5.4.3 Post-processing

In previous Section 5.4.1, changing the feature space to XYZ allowed DBSCAN not

to group all the background vehicles into a single cluster due to the higher density in

RCD feature space. However, as a consequence, DBSCAN tends to identify more

vehicles in the background, some correctly, but also increasing the number of false

positives.

Indeed, when the disparity map is inaccurate, especially around the contour of each

instance, the scattering after projection in 3D is generally more important. While

DBSCAN recognises the noise, some small groups of points within the noise meet

the MinPts criteria, forming a cluster. Also, the radius ε becomes too small for the

scattering in the background, breaking the vehicles into several clusters. As a result,

DBSCAN tends to detect multiple “pockets of noise” as a vehicle instance. This effect

is displayed in the 4th column of Figure 5.11.

These detection are spatially incoherent because they are either too small to be

a vehicle or correspond to a vehicle already detected and identified with another

cluster. These “pockets of noise” should either be actual noise or part of the closest

cluster. This is similar to multiple detection in neural networks, which are corrected

using non-maximum suppression to keep the most probable detection.

Following an equivalent reasoning, filtering is implemented to discard these “pockets

of noise”, by applying a minimum volume threshold, empirically set to 0.1 m.

Hence, clusters identified by DBSCAN with a volume smaller than 10 cm are then

considered as noise. Note that this is not equivalent to considering that a vehicle of

size 10 cm is coherent. Indeed, this is accounting for occluded vehicles, which more

often than not do not appear in their entirety. So, this is considering that a detection

smaller than 10 cm is most probably a false alarm.

The resulting output of DBSCAN post filtering is displayed in the 5th column of Fig-

ure 5.11. For row 1 and 2, the number of identified clusters decreases from 5 to 2,

and from 7 to 3 respectively, removing all the false positives; only the expected and

correct detection remain. In row 3 and 4, the number of clusters is reduced from 17

with 12 false detection each, to 6 clusters among which 5 are correct detection, and

to 5 clusters with 3 correct detection, respectively.
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From left to right: left image, target data, non filtered DSBCAN, filtered DBSCAN.

Figure 5.11: Filtering multiple outputs of DBSCAN.
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Thus, this does not remove all the wrong multiple detection. However, it removes

the majority of them while keeping the correct detection of small instances, like the

furthest parked vehicle on the left in cyan in row 3.

111



5. CLUSTERING

5.5 Summary

In this chapter, I investigated the fourth step of the pipeline I developed: clustering.

The objective was to identify each object entities within a point cloud of a given class

of interest - i.e. vehicle.

The experiments in this chapter were made on the target data in order to remove

the influence of the semantic segmentation step and assume an ideal point cloud

formation. Two techniques have been explored: GMM and DBSCAN.

Although GMM has the benefit of speed and adapts to the features distribution, it

is limited by its inability to generalise on all possible scenarios encountered in au-

tonomous driving application. Mainly, it does not find the appropriate number of

cluster on its own and the co-variance matrix does not fully encompass the objects

shapes. Indeed, GMM will inherently divide single entities into several clusters with-

out any theoretical mean to mitigate this.

Instead, DBSCAN demonstrates potential by not only defining clusters independently

on raw data but also by identifying noise even within the target data. Unlike GMM,

occasional division of single entities can be addressed through parameters selection

and noise post-processing.

DBSCAN is challenged by the density variations in disparity values as it processes

points from foreground to background. The feature space in which the clustering is

performed plays a role in the accuracy of the instance segmentation.

Further work includes leveraging the pixel intensity information as well as linking

DBSCAN parameters to the camera projection.
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An innovative framework for 3D panoptic segmentation was developed and tested in

Chapter 3 for vehicles, revealing some potential but lacking reliability.

In particular, the point cloud aspect did not always resemble the target data by in-

cluding points that did not belong to the vehicle class. This inclusion was caused

by an erroneous semantic segmentation. In Chapter 4, the architecture of the deep

neural network was modified to enhance the segmentation: layers were added and

the classification problem simplified to a specific vehicle detector. The boundary F-

score especially increased as a result, which positively impacted the aspect of the

resulting point cloud.

In addition, the preliminary test demonstrated that the initial clustering method used,

GMM, was challenged to identify instances correctly. In Chapter 5, further investiga-

tions established that GMM suffered from limitations inherent to its nature and that

it is not the most appropriate method for this application. On the contrary, the study

conducted in Chapter 5 determined that DBSCAN was more suitable and adaptable

for autonomous driving.

In this chapter, the proposed framework is again tested with the newly integrated

improvements developed in Chapter 4 and Chapter 5 for each of the corresponding

step.

6.1 Experiment

The case study is carried out on the same data as the preliminary tests in Chap-

ter 3: the city Lindau from the Cityscapes dataset, using the target data generated in

Section 3.3.4 for comparison purposes.

Step 1. For semantic segmentation, the deep neural network SegNet [41] is used,

with a deeper encoder: VGG19 [40]. The network is fine-tuned on the Cityscapes

dataset [65] to recognise and segment vehicle pixels in particular.

Step 2. This step is unchanged and the disparity maps are still pre-computed and

provided by the Cityscapes dataset. The method applied is Semi-Global Matching
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(SGM) [69].

Step 3. This step is unchanged and the point cloud is created with the vehicle class,

keeping only point within a 50 m distance.

Step 4. For instance clustering, DBSCAN is used and is run with the data in the

X ,Y,Z feature space. The neighbourhood radius ε is automatically selected for each

scenario, and the post-processing described in Section 5.4.3 is implemented to re-

move spatially incoherent multiple detection.

To summarise, the composition of the pipeline for this preliminary test is the following:

1. Semantic Segmentation: SegNet, VGG19 encoder, binary classification

2. Disparity map: Semi-Global Matching

3. Filtering: vehicle under 50 m

4. Clustering: DSBCAN on XYZ space with post-processing

5. Mapping: based on the Cityscapes dataset

6.2 Results

I present in this section the results of the case study conducted to test the pipeline

created in Section 3.2 with the improvements discovered in Chapter 4 and Chapter 5.

Like in Section 3.4.2, I display in Figure 6.1 and Figure 6.2 scenarios that condense

in a few examples recurrent behaviours and patterns observed during result analysis.

Both point cloud aspect and instances division are again inspected.

The aspect of the point clouds are greatly enhanced from the preliminary tests previ-

ously introduced in Section 3.4.2. The majority of the scenarios resemble the target

data, sometimes perfectly like in Figure 6.1 row 1 and 2 despite the relative difficulty

of the task, specifically in row 2. When falsely detected points are included in the

vehicle point cloud, they regularly correspond to added points around the contours

of the vehicles such as in Figure 6.1 row 3, 5 and 6, as well as Figure 6.1 row 3

and 5. In these cases, DBSCAN is capable of recognising these points as noise,

mitigating small errors in the semantic segmentation.
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From left to right: left image, target data, pipeline output with: SegNet19 vehicle
detector, filtered DBSCAN on XYZ.

Figure 6.1: Case study 2 1/2

On occasions, in Figure 6.1 row 3, 4 and Figure 6.2 row 1, small groups of points are

falsely detected but not considered as noise, resulting in a false detection.

In Figure 6.1 row 1, some points in cyan in the target data, coming from the red
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From left to right: left image, target data, pipeline output with: SegNet19 vehicle
detector, filtered DBSCAN on XYZ.

Figure 6.2: Case study 2 2/2

van, are wrongly placed because of errors in the disparity maps. These errors are

caused by the van’s back window which is a transparent surface. Thus, the detected

features in the disparity maps correspond to the building seen through the window.

These errors cannot be corrected as not “wrong” per se. However, DBSCAN cor-

rectly identifies these points as noise, producing a better object map than the target

data. This also results in a more coherently sized-vehicle. This was not possible with

GMM.
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In Figure 6.1, row 3, 4, 5 and 6, when the vehicles are visibly well separated, satisfy-

ing the density variations’ principle on which DBSCAN operates, all the vehicles are

well divided and identified. They also correspond to the high priority vehicles defined

in Section 3.1: the vehicle immediately in front in the ego-vehicle’s driving lane, the

vehicles in the opposite lane and the parked vehicles whose status can change from

static to dynamic and enter the ego-vehicle’s lane.

These results for 3D panoptic segmentation are promising for navigation purposes.

However, despite the changes made in Section 5.4 by introducing the XYZ feature

space and adding post-processing filtering, the pipeline suffers couple of drawbacks

in specific situations that are demonstrated in Figure 6.2.

First, in Figure 6.2 row 1 and 4, the aspect of the point cloud is affected by a signifi-

cant amount of scattering. In these cases, the target data also show these errors so

the semantic segmentation is correct but the disparity maps are not. The scattering

results from the reflective surfaces from vans, which do not have enough distinctive

features to produce an accurate disparity estimation.

It is worth noting though that despite the scattering, the majority of the vehicle - in

cyan in row 1, in dark blue in row 4 - is detected, so this type of error inherent to

visual data does not yield a missed detection. In term of safety, this is an essential

characteristics. However, it results in multiple detection with “pocket of noise” that

are too large to be filtered out by post-processing.

Second, in all scenarios of Figure 6.2, parked vehicles on the sides that appear

occluded in images are never separated in individual entities. Although, the points

extracted from the semantic segmentation are correct, DBSCAN fails to identify ar-

eas of low density between them, consider them all connected because they are too

close to each other - less than ε. As a result, all the parked vehicles are grouped as

one single vehicle.

This was not observed in previous experiments - not in the preliminary test with

GMM, nor on the target data with DBSCAN. This can be explained by two reasons:

• GMM is given the number of clusters to be found,

• the target data was filtered to be an ideal point cloud.
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Asking GMM to cluster into a specific number of clusters forces it to divide these

connected vehicles into more vehicles than it might naturally do if the number of

clusters was adjusted with information criterion measures. It makes it here more

efficient than DBSCAN but not necessarily because it understands better the data

structure.

Remember from Section 3.3.4 that the target data was filtered in order to obtain an

ideal point cloud for comparison purposes. The filtering included a morphological

operation on the contours of each instance, dependent on both distance and size of

vehicles. As a consequence, incorrect disparity values were partially removed but

this also enhanced the low density areas between instances. This facilitated the task

for DBSCAN to identify instances on the target data in Chapter 5.

As this filtering was implemented in order to mitigate potential inaccuracies from the

disparity maps, further work includes changing the SGM method used for disparity

estimation to a more accurate and recent technique. For both observed issues, scat-

tering and connected vehicles, depth estimation in the developed framework needs

further investigation.

6.3 General considerations

In this section, both limitations and advantages of the developed framework are dis-

cussed in a more general discussion.

6.3.1 Limits of the framework

One hypothesis of this work was that reasoning in 3D would help divide close vehi-

cles that appear overlapping or occluded in images because vehicles are naturally

separated in 3D unless a crash occurs. The results in this case study show that this

is not as straightforward. However, this hypothesis is not invalidated yet for several

reasons.

First, NVIDIA [4] [3] explores a similar hypothesis that showed promising results.

These approaches clearly differ from this thesis by the nature of the data and tech-

niques used. Indeed, their bird’s eye views are Lidar point clouds and their pixel-wise

panoptic segmentation on images is entirely based on deep neural networks. This
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thesis however uses solely visual data to create point clouds and is based on unsu-

pervised clustering to perform 3D instance segmentation.

Second, as shown in Section 3.3.4 on the target data generation, errors were still

visible on some example due to incorrect disparity values. The second step of the

pipeline - estimating disparity maps - requires further investigation in order to deter-

mine its influence over the quality of the 3D panoptic segmentation.

Third, only geometrical information was utilised as input features for the clustering

algorithms. These features included either rows, columns and disparity values, or the

point coordinates X , Y , Z, depending on the feature space. In further work, adding

other features such as pixels colour intensity would leverage the usage of cameras

over a simple laser scan. Interestingly, multi-spectral imaging could also be explored

in order to not only differentiate between colours but, potentially, also between car

paints if two overlapping vehicles happen to be of a similar colour.

To summarise, if only geometrical features are used, projecting in 3D to reason in

that space using visual data may not be sufficient in order to separate overlapping

instances when objects are distant. It is likely to require other conditions in the

framework in order to successfully divide and identify distant overlapping instances.

However, this point should be pondered as distant objects are not critical to naviga-

tion.

Finally, the developed framework using only cameras data is limited by stereovision.

The precision of the estimations in depth, location and object size are limited by

the accuracy of the disparity estimation, which only decreases with distance. This

therefore limits the distance range for scene perception.

6.3.2 Advantages of the framework

Unlike the majority of the methods currently used, the developed pipeline does not

require the production of embeddings prior to cluster the points into separate in-

stances. As a result, this pipeline does not need as much training, i.e. not as much

data and time too. Only the semantic segmentation step needs training.

However, object recognition is a task for which the accuracy of available convolutional

networks have surpassed the Human capabilities already. The transfer learning from

119



6. CASE STUDY - FRAMEWORK VALIDATION

pre-trained network on large scale databases makes the preparation of those net-

works faster. As a result, this pipeline has the potential to be easily implemented and

trained.

Similarly, the main characteristic of the pipeline is to be modular. In this work, I

have shown its possibilities with state of the art techniques. However, considering

the pace of progress exhibited by the research community, this modular pipeline can

leverage existing benchmarks for each of the framework’s steps. This includes better

accuracy in both depth estimation and contour definition for semantic segmentation,

which would allow a more realistic point cloud to work with during clustering.

This framework provides directly in 3D the profile of each instance for panoptic seg-

mentation which may help the generation of environment representation, whether

detailed maps or occupancy grids. This should help in the more general software

stack of the autonomous car in order to perform the driving task itself, in particular

navigation and obstacle avoidance during path planning.

Furthermore, DBSCAN can be applied directly on 3D point clouds and is already

applied on LiDAR point clouds. I created a classified point cloud based on visual data

allowing DBSCAN to be also applied with cameras. Finding processing algorithms

that has a potential for both hardware set-up means it could be easier to reach a

technology consensus.

Also, as this classified point cloud created by my approach is sparse, it can be pro-

cessed at once. This is a significant edge in term of computational time compared to

lidar point clouds, which often require to be processed by 1 m square portions [56].

That being said, CNN applied to images usually offer fast inference execution but

at the cost of transparency and lack of interpretability. In this work, ε is linked to

the stereovision setup for the first time. So on the contrary, linking the clustering

reasoning to a tangible hardware parameter here helps demystifying the parameter

selection in the processing.
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This thesis presented a novel framework for 3D panoptic segmentation based on

visual data. The framework leverages unsupervised clustering methods as well as

disparity information with an innovative perspective addressing some of the gaps of

similar approaches in the literature. The proposed framework is designed as a 5

steps pipeline that performs instance clustering on a 3D classified point cloud cre-

ated from 2D image analysis. The image processing is comprised of a semantic seg-

mentation task used to extract relevant points from a disparity map. The instances’

shapes are then mapped with respect to the ego-vehicle.

This innovative framework was tested with state of the art techniques for each of

the modular step of the pipeline. These tests were conducted on a dataset of urban

traffic scenes appropriate for autonomous driving application. For qualitative com-

parison, the framework was tested on one type of dynamic objects - vehicles - and

the generation of a “target” point cloud was introduced.

The framework in its initial version demonstrated that it can successfully classifies,

detects and identifies vehicle instances in simple and ideal scenarios. However, it

also suffered some drawbacks, notably in the vehicle point cloud formation and in

the instance clustering. Different steps in the pipeline have been explored further to

improve the framework’s behaviour on 3D panoptic segmentation. In particular, the

semantic segmentation and the instance clustering.

In semantic segmentation, the objective was to classify each pixel in the image, for

which a convolutional neural network was used, SegNet. The depth of the network

was investigated by adding layers, and the complexity of the task by initially perform-

ing multiple objects classification and then binary classification - as a vehicle detector

specifically.

My experiments demonstrated that when training with limited resources, favouring

deeper networks on a simpler task resulted in a more accurate semantic segmen-

tation with a significant increase in the precision of the boundary F-score (+23 pp

on average). In the context of the developed pipeline, this enhancement in contour

definition effected in a vehicle point cloud containing less noise and thus its aspect
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resembles more that of the target data.

As for instance clustering, the objective was to identify each object entities within

the generated vehicle point cloud merging both the semantic segmentation and the

disparity maps. In order to compare different unsupervised clustering techniques

without the influence of the previous steps and assume an ideal point cloud forma-

tion, the experiments were made on the “target” data. Two techniques have been

explored: GMM for distribution clustering and DBSCAN for spatial clustering.

Although GMM has the benefit of speed and adapts to the features distribution, it

is limited by its inability to generalise on all possible scenarios encountered in au-

tonomous driving application. Mainly, it does not find the appropriate number of

cluster on its own and the co-variance matrix does not fully encompass the objects

shapes.

Instead, DBSCAN demonstrates promising outcomes by not only defining clusters

independently on raw data but also by identifying noise even within the “target” data.

Unlike GMM, occasional division of single entities can be addressed through param-

eters selection and noise post-processing.

However, DBSCAN may be challenged by distant objects, although they are less

important for navigation, because of the inherent decrease in disparity accuracy re-

sulting from the vanishing point problem. Furthermore, DBSCAN is also challenged

by overlapping vehicles that are close to each other and appear connected because

this type of scenario does not allow for a clear area of low density between them.

Although, the feature space in which the clustering is performed plays a role in the

accuracy of the instance segmentation, these imperfections in the point clouds are

inherent to the usage of visual data.

7.1 Contributions

This work tried to smartly make use and combine state of the art technique to provide

a robust and transparent process for situational awareness of autonomous vehicles.

In particular, for navigation purposes, visual perception is applied to find where and

what are the surrounding dynamic objects. The contributions made through this

framework’s development are detailed below.
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First and foremost, to my knowledge, it is the first time that disparity maps are com-

bined with pixel-wise segmentation into a 3D classified point cloud that is used for

processing and not just mere visualisation, unlike for laser data. This work demon-

strated that disparity maps could be used in a different way, not passed as an input of

the neural network, nor used as simple “look-up tables” to retrieve depth information

after detection.

It is also the first time that unsupervised clustering is applied on this “raw” data from

visual data to obtain objects instances and that panotpic segmentation is not entirely

performed based on deep neural networks.

My work shows that the embeddings learned through deep neural networks are not

a necessity. Without these features representation, my work establishes for the time

a link between DBSCAN parameters and the cameras parameters.

Additionally, this thesis showed the ability to provide a well distinguishable 3D profile

of the detected object which is a tremendous improvement compared to 3D rectan-

gular and uniform bounding boxes being currently the best achieved representation

to my knowledge. My work highlighted the importance of the BF score metric in a do-

main where it was not thought as crucial, demonstrating the viability of segmentation

in autonomous driving. This opens new perspectives in semantic segmentation to

improve architectures, or loss function designs for better and more efficient training

of the networks.

Finally, I developed a modular pipeline that leverages existing benchmarks that were

created to facilitate progress in the domain. The different aspects, limitations and

advantages of the developed framework were discussed to allow the community to

use it. The code will be made available as a MATLAB toolbox.

7.2 Future work

As the framework was developed for 3D panoptic segmentation while the task was

not formally defined yet, there are several possible course of actions for further work,

as well as improving each of the steps of the pipeline. A non exhaustive list is outlined

in this section.

A limitation in using predefined benchmarks is that sometimes the evaluation met-
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rics keep being used to fit the benchmarks and provide assessment comparison

rather than because they are the best fit for the task and application at hand. While

this framework has been assessed qualitatively and its behaviour explained, there

is need for it to be properly (i.e. quantitatively) evaluated. To do so, the appropriate

datasets with the corresponding 3D labels and a metrics appropriate for 3D panoptic

segmentation need to be either found or defined.

Regarding the framework itself, possible improvements include:

• Depth estimation (step 1): it was seen that disparity maps approximation can

affect the quality of the classified point cloud. Instead of using SGM to generate

disparity map for stereovision based depth estimation, alternative and more

performing approach could be integrated. The change to a more performing

and recent technique [103] can be based on the corresponding benchmark.

• Semantic segmentation (step 2): if SegNet was chosen and compared with

two encoder versions (VGG16, VGG19), there is nothing preventing the inte-

gration of an alternative trained neural network on urban scene segmentation

in the proposed framework. As for step 1, this change can be based on the

performance observed on the corresponding benchmark.

• Scene filtering (step 3): the pipeline can be implemented for other classes than

vehicles, such as pedestrians or bicycles.

• Clustering (step 4):

– On GMM approach: there are several improvement that may be imple-

mented and that I have not been able to try because of time constraint:

* apply zero-mean normalisation on the features,

* change the initial conditions,

* use information criterion measures,

* pre-estimate the clusters.

– On DBSCAN: Despite demonstrating the adequateness of this approach

on urban traffic vehicle distribution in space, there are still possible im-

provements comprising:
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* adapt the algorithm to handle density variations within the point cloud

* change the parameter of the neighbourhood radius ε,

* integrate the use of additional features such as pixel’s colour informa-

tion.

It is interesting to note that, although GMM can be further improved, its very nature

may prevent it to match an improved DBSCAN due to its limitations highlighted in

Section 5.3. Also note that changing the parameter ε could be done in different

manners as well: using the width per pixel described in Section 5.4.2, or using a

multi-dimensional search radius.

Finally, the above list of improvements demonstrate the modularity of the proposed

framework that do not rely on a single approach, but can evolve and interchange

techniques for the different step of the pipeline accordingly to advancement on the

related specific component of the pipeline.
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[76] Timo Scharwächter et al. “Efficient Multi-cue Scene Segmentation”. In: Pat-

tern Recognition. Springer Berlin Heidelberg, 2013, pp. 435–445.

[77] MATLAB Automated Driving Toolbox. URL: https://uk.mathworks.com/

products/automated-driving.html.

[78] German Ros et al. “The SYNTHIA Dataset: A Large Collection of Synthetic

Images for Semantic Segmentation of Urban Scenes”. In: 2016 IEEE Con-

ference on Computer Vision and Pattern Recognition (CVPR). IEEE, 2016,

pp. 3234–3243. URL: http://synthia-dataset.net/.

[79] Xuan Li et al. “The ParallelEye Dataset: A Large Collection of Virtual Images

for Traffic Vision Research”. In: IEEE Transactions on Intelligent Transporta-

tion Systems 20.6 (2019), pp. 2072–2084.

[80] Hassan Alhaija et al. “Augmented Reality Meets Computer Vision: Efficient

Data Generation for Urban Driving Scenes”. In: International Journal of Com-

puter Vision (IJCV) (2018).

[81] Fisher Yu et al. “BDD100K: A Diverse Driving Dataset for Heterogeneous

Multitask Learning”. In: 2020 IEEE/CVF Conference on Computer Vision and

Pattern Recognition (CVPR). 2020, pp. 2633–2642.
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